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**Department of Computer Science**

**Learning Procedure**

1. Stage **J** (**Journey inside-out the concept**)
2. Stage **a1** (**Apply the learned**)
3. Stage **v** (**Verify the accuracy**)
4. Stage **a2** (**Assess your work**)

**COMSATS University Islamabad (CUI)**

**Course: CSC441--- Compiler Construction**

Table of Contents

|  |  |  |
| --- | --- | --- |
| **Lab #** | **Topics Covered** | **Page #** |
| Lab # 01 | Basics | 03 |
| Introduction To C# |
| Lab # 02 | Lexical Analyzer | 09 |
| Recognition of operators/variables |
| Lab # 03 | Lexical Analyzer | 14 |
| Recognition of keywords/constants |
| Lab # 04 | Lexical Analyzer | 19 |
| Input Buffering scheme. |
| Lab # 05 | Symbol Table | 26 |
|  |
| Lab # 06 | **Lab Sessional 1** | \_\_\_\_\_\_ |
| From Lexical Analyzer |
| Lab # 07 | Top-down Parser-I | 35 |
| Finding the first set of a given grammar. |
| Lab # 08 | Top-down Parser-II | 39 |
| Finding the follow set of a give grammar. |
| Lab # 09 | Bottom-up Parser-I | 43 |
| DFA Implementation |
| Lab # 10 | Bottom-up Parser-II | 46 |
| Stack parser using SLR |
| Lab # 11 | Semantic Analyzer | 72 |
|  |
| Lab # 12 | **Lab Sessional 2** | \_\_\_\_\_\_ |
| From Parser |
| Lab # 13 | Integration | 77 |
| Lexical Analyzer and symbol table (Ph-1) |
| Lab # 14 | Integration | 86 |
| Ph-1 and Parser (Ph-2) |
| Lab # 15 | Integration | 115 |
| Ph-2 and Semantic Analyzer |
| Lab # 16 | **Terminal Examination** | \_\_\_\_\_\_ |
| Complete Mini Compiler |

THE END

**LAB # 01**

**Statement Purpose:**

This Lab will provide you an introduction to C# syntax so that you can easily design compiler in C#.

**Activity Outcomes:**

This Lab teaches you the following topics:

* Doing arithmetic operations in C#
* Displaying and retrieving values from DatagridView in C#
* Implementing Stack data structure in C#

**Instructor Note:**

Here are some useful links for learning C#

<http://www.c-sharpcorner.com/beginners/>  
  
<http://www.completecsharptutorial.com/>  
  
<http://csharp.net-tutorials.com/basics/introduction/>  
  
<http://www.csharp-station.com/tutorial.aspx>

1. **Stage J (Journey)**

**Introduction**

**C#** (pronounced as  *see sharp*) is a multi-paradigm programming language encompassing strong typing,  imperative,  declarative,  functional,  generic,  object-oriented (class-based), and component-oriented programming disciplines. It was developed by Microsoft within its .NET initiative. C# is a general-purpose, object-oriented programming language. Its development team is led by Anders Hejlsberg. The most recent version is C# 6.0 which was released in 2015.C# is intended to be suitable for writing applications for both hosted and embedded systems, ranging from the very large that use sophisticated operating systems, down to the very small having dedicated functions.

Although C# applications are intended to be economical with regard to memory and processing power requirements, the language was not intended to compete directly on performance and size with C or assembly language.

1. **Stage a1 (apply)**

**Lab Activities:**

**Activity 1:**

Design a calculator in C# Windows Form Application

**Solution:**

* Open a Windows Form Application
* Drag some buttons and a textbox from Toolbox onto Form. Example is provided below:

![C:\Users\home\Desktop\calcy.png](data:image/png;base64,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)

* Copy and paste the code provided below into your class.

using System;

using System.Windows.Forms;

namespace RedCell.App.Calculator.Example

{

public partial class Form1 : Form

{

private double accumulator = 0;

private char lastOperation;

public Form1()

{

InitializeComponent();

}

private void Operator\_Pressed(object sender, EventArgs e)

{

*// An operator was pressed; perform the last operation and store the new operator.*

char operation = (sender as Button).Text[0];

if (operation == 'C')

{

accumulator = 0;

}

else

{

double currentValue = double.Parse(Display.Text);

switch (lastOperation)

{

case '+': accumulator += currentValue; break;

case '-': accumulator -= currentValue; break;

case '×': accumulator \*= currentValue; break;

case '÷': accumulator /= currentValue; break;

default: accumulator = currentValue; break;

}

}

lastOperation = operation;

Display.Text = operation == '=' ? accumulator.ToString() : "0";

}

private void Number\_Pressed(object sender, EventArgs e)

{

*// Add it to the display.*

string number = (sender as Button).Text;

Display.Text = Display.Text == "0" ? number : Display.Text + number;

}

}

}

1. There are two kinds of buttons, **numbers**and **operators**.
2. There is a **display**that shows entries and results.
3. There is an accumulator variable to store the accumulated value.
4. There is a lastOperation variable to store the last operator, because we won't evaluate until another operator is pressed.

When a number is pressed, it is added to the end of the number currently on the display. If a 0 was on the display we replace it, just to look nicer.

If the C operator is pressed, we reset the accumulator to 0.

Otherwise we perform the last operation against the accumulator and the currently entered number. If there wasn't a lastOperation, then we must be starting a new calculation, so we set the accumulator to the currentValue as the first operation.

**Activity 2:**

Display and retrieve data from data grid view

**Solution:**

* Displaying Data in Data Grid View

1. Create a windows Form application
2. Drag data grid view tool and a button from toolbox on form.
3. Copy and paste the code provided below behind the button.

using System;

using System.Data;

using System.Windows.Forms;

using System.Data.SqlClient;

namespace WindowsApplication1

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void button1\_Click(object sender, EventArgs e)

{

dataGridView1.ColumnCount = 3;

dataGridView1.Columns[0].Name = "Product ID";

dataGridView1.Columns[1].Name = "Product Name";

dataGridView1.Columns[2].Name = "Product Price";

string[] row = new string[]

{ "1", "Product 1", "1000" };

dataGridView1.Rows.Add(row);

row = new string[] { "2", "Product 2", "2000" };

dataGridView1.Rows.Add(row);

row = new string[] { "3", "Product 3", "3000" };

dataGridView1.Rows.Add(row);

row = new string[] { "4", "Product 4", "4000" };

dataGridView1.Rows.Add(row);

}

}

}

* Data Retrieval from Data Grid View

1. First populate the data grid view with some data
2. You can retrieve data from data grid view via loops

for (int rows = 0; rows < dataGrid.Rows.Count; rows++)

{

for (int col= 0; col < dataGrid.Rows[rows].Cells.Count; col++)

{

string value = dataGrid.Rows[rows].Cells[col].Value.ToString();

}

}

example without using index

foreach (DataGridViewRow row in dataGrid.Rows)

{

foreach (DataGridViewCell cell in row.Cells)

{

string value = cell.Value.ToString();

}

}

**Activity 3:**

Implement stack data structure

**Solution:**

using System;

using System.Collections;

namespace CollectionsApplication

{

class Program

{

static void Main(string[] args)

{

Stack st = new Stack();

st.Push('A');

st.Push('M');

st.Push('G');

st.Push('W');

Console.WriteLine("Current stack: ");

foreach (char c in st)

{

Console.Write(c + " ");

}

Console.WriteLine();

st.Push('V');

st.Push('H');

Console.WriteLine("The next poppable value in stack: {0}", st.Peek());

Console.WriteLine("Current stack: ");

foreach (char c in st)

{

Console.Write(c + " ");

}

Console.WriteLine();

Console.WriteLine("Removing values ");

st.Pop();

st.Pop();

st.Pop();

Console.WriteLine("Current stack: ");

foreach (char c in st)

{

Console.Write(c + " ");

}

}

}

}

**When the above code is compiled and executed, it produces the following result:**

Current stack:

W G M A

The next poppable value in stack: H

Current stack:

H V W G M A

Removing values

Current stack:

G M A

1. **Stage v (verify)**

**Home Activities:**

**Activity 1:**

* Implement scientific calculator

**Activity 2:**

* Insert values into Data grid View at run time

1. **Stage a2 (assess)**

**Assignment:**

Complete Home Activities before next Lab

**LAB # 02**

**Statement Purpose:**

Lexical analysis is the first phase of a compiler. It takes the modified source code from language preprocessors that are written in the form of sentences. The lexical analyzer breaks these syntaxes into a series of tokens, by removing any whitespace or comments in the source code.If the lexical analyzer finds a token invalid, it generates an error. The lexical analyzer works closely with the syntax analyzer. It reads character streams from the source code, checks for legal tokens, and passes the data to the syntax analyzer when it demands.
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In programming language, keywords, constants, identifiers, strings, numbers, operators and punctuations symbols can be considered as tokens.

**Activity Outcomes:**

This lab teaches you

* How to use regular expressions for pattern matching.
* How to recognize operators from a source program written in a high level language
* How to recognize variables from a source program written in a high level language

**Instructor Note:**

Basics of C# should be known. Students should know how to write programs in C#.

1. **Stage J (Journey)**

**Introduction**

A regular expression is a pattern that describes a set of strings. Regular expressions are constructed analogously to arithmetic expressions by using various operators to combine smaller expressions.

The fundamental building blocks are the regular expressions that match a single character. Most characters, including all letters and digits, are regular expressions that match themselves. Any meta character with special meaning may be quoted by preceding it with a backslash. In basic regular expressions the metacharacters "?", "+", "{", "|", "(", and ")" lose their special meaning; instead use the backslashed versions "\?", "\+", "\{", "\|", "\(", and "\)".

**2]**  **Stage a1 (apply)**

**Lab Activities:**

**Activity 1:**

Implement Regular Expressions using RegEx class

**Solution:**

This example replaces extra white space:

using System;

using System.Text.RegularExpressions;

namespace RegExApplication

{

class Program

{

static void Main(string[] args)

{

string input = "Hello World ";

string pattern = "\\s+";

string replacement = " ";

Regex rgx = new Regex(pattern);

string result = rgx.Replace(input, replacement);

Console.WriteLine("Original String: {0}", input);

Console.WriteLine("Replacement String: {0}", result);

Console.ReadKey();

}

}

}

**Activity 2:**

Design regular expression for arithmetic operators:

Regular Expression for operators: [+|\*|/|-]

**Solution:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Text.RegularExpressions;

namespace Sessional1

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void button1\_Click(object sender, EventArgs e)

{

// take input from a richtextbox/textbox

String var = richTextBox1.Text;

// split the input on the basis of space

String[] words = var.Split(' ');

// Regular Expression for operators

Regex regex1 = new Regex(@"^[+|\-|\*|/]$");

for (int i = 0; i < words.Length; i++)

{

Match match1 = regex1.Match(words[i]);

if (match1.Success)

{

richTextBox2.Text += words[i] + " ";

}

else {

MessageBox.Show("invalid "+words[i]);

}

}

}

}

**Activity 3:**

Any meta character with special meaning may be quoted by preceding it with a backslash. In basic regular expressions the metacharacters "?", "+", "{", "|", "(", and ")" lose their special meaning; instead use the backslashed versions "\?", "\+", "\{", "\|", "\(", and "\)".

Regular Expression for variables

[A-Za-z]([A-Za-z|0-9])\*

Design a regular expression for variables that should start with a letter, have a length not greater than 25 and can contain combination of digits and letters afterwards.

**Solution:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Text.RegularExpressions;

namespace Sessional1

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void button1\_Click(object sender, EventArgs e)

{

// take input from a richtextbox/textbox

String var = richTextBox1.Text;

// split the input on the basis of space

String[] words = var.Split(' ');

// Regular Expression for variables

Regex regex1 = new Regex(@"^[A-Za-z]|[A-Za-z|0-9]{0,24}$");

for (int i = 0; i < words.Length; i++)

{

Match match1 = regex1.Match(words[i]);

if (match1.Success)

{

richTextBox2.Text += words[i] + " ";

}

else {

MessageBox.Show("invalid "+words[i]);

}

}

}

}

**3] Stage v (verify)**

**Home Activities:**

**Activity 1:**

Design regular expression for logical operators

**Activity 2:**

Design regular expression for relational operators:

**4] Stage a2 (assess)**

**Assignment:** Complete home activities and submit before next lab

**LAB # 03**

**Statement Purpose:**

Lexical analysis is the first phase of a compiler. It takes the modified source code from language preprocessors that are written in the form of sentences. The lexical analyzer breaks these syntaxes into a series of tokens, by removing any whitespace or comments in the source code.If the lexical analyzer finds a token invalid, it generates an error. The lexical analyzer works closely with the syntax analyzer. It reads character streams from the source code, checks for legal tokens, and passes the data to the syntax analyzer when it demands.
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In programming language, keywords, constants, identifiers, strings, numbers, operators and punctuations symbols can be considered as tokens.

**Activity Outcomes:**

This lab teaches you

* How to recognize constants from a source program written in a high level language.
* How to recognize keywords from a source program written in a high level language

**Instructor Note:**

Students should know how to write regular expressions in C#

1. **Stage J (Journey)**

**Introduction**

A regular expression is a pattern that describes a set of strings. Regular expressions are constructed analogously to arithmetic expressions by using various operators to combine smaller expressions.

The fundamental building blocks are the regular expressions that match a single character. Most characters, including all letters and digits, are regular expressions that match themselves. Any meta character with special meaning may be quoted by preceding it with a backslash. In basic regular expressions the metacharacters "?", "+", "{", "|", "(", and ")" lose their special meaning; instead use the backslashed versions "\?", "\+", "\{", "\|", "\(", and "\)".

**2 ]**  **Stage a1 (apply)**

**Lab Activities:**

**Activity 1:**

Design a regular expression for constants (digits plus floating point numbers):

Regular Expression for Constants: [0-9]+((.[0-9]+)?([e][+|-][0-9]+)?)?

Using Datagrid view.

**Solution:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Text.RegularExpressions;

namespace Sessional1

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void button1\_Click(object sender, EventArgs e)

{

// take input from a richtextbox/textbox

String var = richTextBox1.Text;

// split the input on the basis of space

String[] words = var.Split(' ');

// Regular Expression for variables

Regex regex1 = new Regex(@"^[0-9][0-9]\*(([.][0-9][0-9]\*)?([e][+|-][0-9][0-9]\*)?)?$");

for (int i = 0; i < words.Length; i++)

{

Match match1 = regex1.Match(words[i]);

if (match1.Success)

{

richTextBox2.Text += words[i] + " ";

}

else {

MessageBox.Show("invalid "+words[i]);

}

}

}

}

**Activity 2:**

Design a regular expression for keywords.(Using Datagrid view).

Regular Expression for keywords: [int | float | double | char]

**Solution:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Text.RegularExpressions;

namespace Sessional1

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void button1\_Click(object sender, EventArgs e)

{

// take input from a richtextbox/textbox

String var = richTextBox1.Text;

// split the input on the basis of space

String[] words = var.Split(' ');

// Regular Expression for variables

Regex regex1 = new Regex(@"^[int | float | char]\* $");

for (int i = 0; i < words.Length; i++)

{

Match match1 = regex1.Match(words[i]);

if (match1.Success)

{

richTextBox2.Text += words[i] + " ";

}

else {

MessageBox.Show("invalid "+words[i]);

}

}

}

}

**3] Stage v (verify)**

**Home Activities:**

**Activity 1:**

Design a regular expression for floating point numbers having length not greater than 6.

**Activity 2:**

Design a single regular expression for following numbers: 8e4, 5e-2 , 6e9

(Using Datagrid view).

**Activity 3:**

Design a regular expression for finding all the words starting with ‘t’ and ‘m’ in the following document(Using Datagrid view).

Diffusion refers to the process by which molecules intermingle as a result of their kinetic energy of random motion. Consider two containers of gas A and B separated by a partition. The molecules of both gases are in constant motion and make numerous collisions with the partition. If the partition is removed as in the lower illustration, the gases will mix because of the random velocities of their molecules. In time a uniform mixture of A and B molecules will be produced in the container.

The tendency toward diffusion is very strong even at room temperature because of the high molecular velocities associated with the thermal energy of the particles

**4] Stage a2 (assess)**

**Assignment:**

Submit home activity before next lab

**LAB # 04**

**Statement Purpose:**

Lexical analysis is the first phase of a compiler. It takes the modified source code from language preprocessors that are written in the form of sentences. The lexical analyzer breaks these syntaxes into a series of tokens, by removing any whitespace or comments in the source code.If the lexical analyzer finds a token invalid, it generates an error. The lexical analyzer works closely with the syntax analyzer. It reads character streams from the source code, checks for legal tokens, and passes the data to the syntax analyzer when it demands.
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In programming language, keywords, constants, identifiers, strings, numbers, operators and punctuations symbols can be considered as tokens.

**Activity Outcomes:**

This lab teaches you

* How to implement lexical analyzer using input buffering scheme (with one buffer)

**Instructor Note:**

Student should know the concept of input buffers for implementing lexical analyzers

1. **Stage J (Journey)**

**Introduction**

Lexical analyzer reads source code character by character and produces tokens for each valid word. Specialized buffering techniques thus have been developed to reduce the amount of overhead required to process a single input character.

Two pointers to the input are maintained:

1. Pointer *Lexeme Begin*, marks the beginning of the current lexeme, whose extent we are attempting to determine
2. Pointer *Forward,* scans ahead until a pattern match is found.

Once the next lexeme is determined, *forward* is set to character at its right end.Then, after the lexeme is recorded as an attribute value of a token returned to the parser, *Lexeme Begin* is set to the character immediately after the lexeme just found.

If we use the scheme of Buffer pairs we must check, each time we advance forward, that we have not moved off one of the buffers; if we do, then we must also reload the other buffer. Thus, for each character read, we make two tests: one for the end of the buffer, and one to determine what character is read (the latter may be a multiway branch). We can combine the buffer-end test with the test for the current character if we extend each buffer to hold a sentinel character at the end. The sentinel is a special character that cannot be part of the source program, and a natural choice is the character **EOF.**

Note that **EOF** retains its use as a marker for the end of the entire input. Any **EOF** that appears other than at the end of a buffer means that the input is at an end.

1. **Stage a1 (apply)**

**Lab Activities:**

**Activity 1:**

Implement lexical analyzer using input buffering scheme

**Solution:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Text.RegularExpressions;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Collections;

namespace LexicalAnalyzerV1

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void btn\_Input\_Click(object sender, EventArgs e)

{

//taking user input from rich textbox

String userInput = tfInput.Text;

//List of keywords which will be used to seperate keywords from variables

List<String> keywordList = new List<String>();

keywordList.Add("int");

keywordList.Add("float");

keywordList.Add("while");

keywordList.Add("main");

keywordList.Add("if");

keywordList.Add("else");

keywordList.Add("new");

//row is an index counter for symbol table

int row = 1;

//count is a variable to incremenet variable id in tokens

int count = 1;

//line\_num is a counter for lines in user input

int line\_num = 0;

//SymbolTable is a 2D array that has the following structure

//[Index][Variable Name][type][value][line#]

//rows are incremented with each variable information entry

String[,] SymbolTable = new String[20, 6];

List<String> varListinSymbolTable = new List<String>();

//Input Buffering

ArrayList finalArray = new ArrayList();

ArrayList finalArrayc = new ArrayList();

ArrayList tempArray = new ArrayList();

char[] charinput = userInput.ToCharArray();

//Regular Expression for Variables

Regex variable\_Reg = new Regex(@"^[A-Za-z|\_][A-Za-z|0-9]\*$");

//Regular Expression for Constants

Regex constants\_Reg = new Regex(@"^[0-9]+([.][0-9]+)?([e]([+|-])?[0-9]+)?$");

//Regular Expression for Operators

Regex operators\_Reg = new Regex(@"^[-\*+/><&&||=]$");

//Regular Expression for Special\_Characters

Regex Special\_Reg = new Regex(@"^[.,'\[\]{}();:?]$");

for (int itr = 0; itr < charinput.Length; itr++)

{

Match Match\_Variable = variable\_Reg.Match(charinput[itr] + "");

Match Match\_Constant = constants\_Reg.Match(charinput[itr] + "");

Match Match\_Operator = operators\_Reg.Match(charinput[itr] + "");

Match Match\_Special = Special\_Reg.Match(charinput[itr] + "");

if (Match\_Variable.Success || Match\_Constant.Success || Match\_Operator.Success || Match\_Special.Success || charinput[itr].Equals(' '))

{

tempArray.Add(charinput[itr]);

}

if (charinput[itr].Equals('\n'))

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArray.Add(fin);

tempArray.Clear();

}

}

}

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArray.Add(fin);

tempArray.Clear();

}

// Final Array SO far correct

tfTokens.Clear();

symbolTable.Clear();

//looping on all lines in user input

for (int i = 0; i < finalArray.Count; i++)

{

String line = finalArray[i].ToString();

//tfTokens.AppendText(line + "\n");

char[] lineChar = line.ToCharArray();

line\_num++;

//taking current line and splitting it into lexemes by space

for (int itr = 0; itr < lineChar.Length; itr++)

{

Match Match\_Variable = variable\_Reg.Match(lineChar[itr] + "");

Match Match\_Constant = constants\_Reg.Match(lineChar[itr] + "");

Match Match\_Operator = operators\_Reg.Match(lineChar[itr] + "");

Match Match\_Special = Special\_Reg.Match(lineChar[itr] + "");

if (Match\_Variable.Success || Match\_Constant.Success)

{

tempArray.Add(lineChar[itr]);

}

if (lineChar[itr].Equals(' '))

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArrayc.Add(fin);

tempArray.Clear();

}

}

if (Match\_Operator.Success || Match\_Special.Success)

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArrayc.Add(fin);

tempArray.Clear();

}

finalArrayc.Add(lineChar[itr]);

}

}

if (tempArray.Count != 0)

{

String fina = "";

for (int k = 0; k < tempArray.Count; k++)

{

fina += tempArray[k];

}

finalArrayc.Add(fina);

tempArray.Clear();

}

// we have asplitted line here

for (int x = 0; x < finalArrayc.Count; x++)

{

Match operators = operators\_Reg.Match(finalArrayc[x].ToString());

Match variables = variable\_Reg.Match(finalArrayc[x].ToString());

Match digits = constants\_Reg.Match(finalArrayc[x].ToString());

Match punctuations = Special\_Reg.Match(finalArrayc[x].ToString());

if (operators.Success)

{

// if a current lexeme is an operator then make a token e.g. < op, = >

tfTokens.AppendText("< op, " + finalArrayc[x].ToString() + "> ");

}

else if (digits.Success)

{

// if a current lexeme is a digit then make a token e.g. < digit, 12.33 >

tfTokens.AppendText("< digit, " + finalArrayc[x].ToString() + "> ");

}

else if (punctuations.Success)

{

// if a current lexeme is a punctuation then make a token e.g. < punc, ; >

tfTokens.AppendText("< punc, " + finalArrayc[x].ToString() + "> ");

}

else if (variables.Success)

{

// if a current lexeme is a variable and not a keyword

if (!keywordList.Contains(finalArrayc[x].ToString())) // if it is not a keyword

{

// check what is the category of varaible, handling only two cases here

//Category1- Variable initialization of type digit e.g. int count = 10 ;

//Category2- Variable initialization of type String e.g. String var = ' Hello ' ;

Regex reg1 = new Regex(@"^(int|float|double)\s([A-Za-z|\_][A-Za-z|0-9]{0,10})\s(=)\s([0-9]+([.][0-9]+)?([e][+|-]?[0-9]+)?)\s(;)$"); // line of type int alpha = 2 ;

Match category1 = reg1.Match(line);

Regex reg2 = new Regex(@"^(String|char)\s([A-Za-z|\_][A-Za-z|0-9]{0,10})\s(=)\s[']\s([A-Za-z|\_][A-Za-z|0-9]{0,30})\s[']\s(;)$"); // line of type String alpha = ' Hello ' ;

Match category2 = reg2.Match(line);

//if it is a category 1 then add a row in symbol table containing the information related to that variable

if (category1.Success)

{

SymbolTable[row, 1] = row.ToString(); //index

SymbolTable[row, 2] = finalArrayc[x].ToString(); //variable name

SymbolTable[row, 3] = finalArrayc[x - 1].ToString(); //type

SymbolTable[row, 4] = finalArrayc[x+2].ToString(); //value

SymbolTable[row, 5] = line\_num.ToString(); // line number

tfTokens.AppendText("<var" + count + ", " + row + "> ");

symbolTable.AppendText(SymbolTable[row, 1].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 2].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 3].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 4].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 5].ToString() + " \n ");

row++;

count++;

}

//if it is a category 2 then add a row in symbol table containing the information related to that variable

else if (category2.Success)

{

// if a line such as String var = ' Hello ' ; comes and the loop moves to index of array containing Hello ,

//then this if condition prevents addition of Hello in symbol Table because it is not a variable it is just a string

if (!(finalArrayc[x-1].ToString().Equals("'") && finalArrayc[x+1].ToString().Equals("'")))

{

SymbolTable[row, 1] = row.ToString(); // index

SymbolTable[row, 2] = finalArrayc[x].ToString(); //varname

SymbolTable[row, 3] = finalArrayc[x-1].ToString(); //type

SymbolTable[row, 4] = finalArrayc[x+3].ToString(); //value

SymbolTable[row, 5] = line\_num.ToString(); // line number

tfTokens.AppendText("<var" + count + ", " + row + "> ");

symbolTable.AppendText(SymbolTable[row, 1].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 2].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 3].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 4].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 5].ToString() + " \n ");

row++;

count++;

}

else

{

tfTokens.AppendText("<String" + count + ", " + finalArrayc[x].ToString() + "> ");

}

}

else

{

// if any other category line comes in we check if we have initializes that varaible before,

// if we have initiazed it before then we put the index of that variable in symbol table, in its token

String ind = "Default";

String ty = "Default";

String val = "Default";

String lin = "Default";

for (int r = 1; r <= SymbolTable.GetLength(0); r++)

{

//search in the symbol table if variable entry already exists

if (SymbolTable[r, 2].Equals(finalArrayc[x].ToString()))

{

ind = SymbolTable[r, 1];

ty = SymbolTable[r, 3];

val = SymbolTable[r, 4];

lin = SymbolTable[r, 5];

tfTokens.AppendText("<var" + ind + ", " + ind + "> ");

break;

}

}

}

}

// if a current lexeme is not a variable but a keyword then make a token such as: <keyword, int>

else

{

tfTokens.AppendText("<keyword, " + finalArrayc[x].ToString() + "> ");

}

}

}

tfTokens.AppendText("\n");

finalArrayc.Clear();

}

}

}

}

1. **Stage v (verify)**

**Home Activities:**

**Activity 1:**

Implement lexical analyzer using two buffers

1. **Stage a2 (assess)**

**Assignment:**

Submit the home activity before next lab

**Statement Purpose:**

**LAB # 05**

In computer science, a **symbol table** is a data structure used by a language translator such as a compiler or interpreter, where each identifier in a program's source code is associated with information relating to its declaration or appearance in the source. A common implementation technique is to use a hash table. There are also trees, linear lists and self-organizing lists which can be used to implement a symbol table. It also simplifies the classification of literals in tabular format. The symbol table is accessed by most phases of a compiler, beginning with the lexical analysis to optimization.

**Activity Outcomes:**

This lab teaches you

* Implementation of symbol table with arrays

**Instructor Note:**

Student should have prior knowledge regarding symbol table

1. **Stage J (Journey)**

**Introduction**

Consider the following program written in [C](https://en.wikipedia.org/wiki/C_(programming_language)):

*// Declare an external function*

**extern** double bar(double x);

*// Define a public function*

double foo(int count)

{

double sum = 0.0;

*// Sum all the values bar(1) to bar(count)*

**for** (int i = 1; i <= count; i++)

sum += bar((double) i);

**return** sum;

}

A C compiler that parses this code will contain at least the following symbol table entries:
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**2] Stage a1 (apply)**

**Lab Activities:**

**Activity 1:**

Implement symbol table using array data structure

**Solution:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Text.RegularExpressions;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Collections;

namespace LexicalAnalyzerV1

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void btn\_Input\_Click(object sender, EventArgs e)

{

//taking user input from rich textbox

String userInput = tfInput.Text;

//List of keywords which will be used to seperate keywords from variables

List<String> keywordList = new List<String>();

keywordList.Add("int");

keywordList.Add("float");

keywordList.Add("while");

keywordList.Add("main");

keywordList.Add("if");

keywordList.Add("else");

keywordList.Add("new");

//row is an index counter for symbol table

int row = 1;

//count is a variable to incremenet variable id in tokens

int count = 1;

//line\_num is a counter for lines in user input

int line\_num = 0;

//SymbolTable is a 2D array that has the following structure

//[Index][Variable Name][type][value][line#]

//rows are incremented with each variable information entry

String[,] SymbolTable = new String[20, 6];

List<String> varListinSymbolTable = new List<String>();

//Input Buffering

ArrayList finalArray = new ArrayList();

ArrayList finalArrayc = new ArrayList();

ArrayList tempArray = new ArrayList();

char[] charinput = userInput.ToCharArray();

//Regular Expression for Variables

Regex variable\_Reg = new Regex(@"^[A-Za-z|\_][A-Za-z|0-9]\*$");

//Regular Expression for Constants

Regex constants\_Reg = new Regex(@"^[0-9]+([.][0-9]+)?([e]([+|-])?[0-9]+)?$");

//Regular Expression for Operators

Regex operators\_Reg = new Regex(@"^[-\*+/><&&||=]$");

//Regular Expression for Special\_Characters

Regex Special\_Reg = new Regex(@"^[.,'\[\]{}();:?]$");

for (int itr = 0; itr < charinput.Length; itr++)

{

Match Match\_Variable = variable\_Reg.Match(charinput[itr] + "");

Match Match\_Constant = constants\_Reg.Match(charinput[itr] + "");

Match Match\_Operator = operators\_Reg.Match(charinput[itr] + "");

Match Match\_Special = Special\_Reg.Match(charinput[itr] + "");

if (Match\_Variable.Success || Match\_Constant.Success || Match\_Operator.Success || Match\_Special.Success || charinput[itr].Equals(' '))

{

tempArray.Add(charinput[itr]);

}

if (charinput[itr].Equals('\n'))

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArray.Add(fin);

tempArray.Clear();

}

}

}

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArray.Add(fin);

tempArray.Clear();

}

// Final Array SO far correct

tfTokens.Clear();

symbolTable.Clear();

//looping on all lines in user input

for (int i = 0; i < finalArray.Count; i++)

{

String line = finalArray[i].ToString();

//tfTokens.AppendText(line + "\n");

char[] lineChar = line.ToCharArray();

line\_num++;

//taking current line and splitting it into lexemes by space

for (int itr = 0; itr < lineChar.Length; itr++)

{

Match Match\_Variable = variable\_Reg.Match(lineChar[itr] + "");

Match Match\_Constant = constants\_Reg.Match(lineChar[itr] + "");

Match Match\_Operator = operators\_Reg.Match(lineChar[itr] + "");

Match Match\_Special = Special\_Reg.Match(lineChar[itr] + "");

if (Match\_Variable.Success || Match\_Constant.Success)

{

tempArray.Add(lineChar[itr]);

}

if (lineChar[itr].Equals(' '))

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArrayc.Add(fin);

tempArray.Clear();

}

}

if (Match\_Operator.Success || Match\_Special.Success)

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArrayc.Add(fin);

tempArray.Clear();

}

finalArrayc.Add(lineChar[itr]);

}

}

if (tempArray.Count != 0)

{

String fina = "";

for (int k = 0; k < tempArray.Count; k++)

{

fina += tempArray[k];

}

finalArrayc.Add(fina);

tempArray.Clear();

}

// we have asplitted line here

for (int x = 0; x < finalArrayc.Count; x++)

{

Match operators = operators\_Reg.Match(finalArrayc[x].ToString());

Match variables = variable\_Reg.Match(finalArrayc[x].ToString());

Match digits = constants\_Reg.Match(finalArrayc[x].ToString());

Match punctuations = Special\_Reg.Match(finalArrayc[x].ToString());

if (operators.Success)

{

// if a current lexeme is an operator then make a token e.g. < op, = >

tfTokens.AppendText("< op, " + finalArrayc[x].ToString() + "> ");

}

else if (digits.Success)

{

// if a current lexeme is a digit then make a token e.g. < digit, 12.33 >

tfTokens.AppendText("< digit, " + finalArrayc[x].ToString() + "> ");

}

else if (punctuations.Success)

{

// if a current lexeme is a punctuation then make a token e.g. < punc, ; >

tfTokens.AppendText("< punc, " + finalArrayc[x].ToString() + "> ");

}

else if (variables.Success)

{

// if a current lexeme is a variable and not a keyword

if (!keywordList.Contains(finalArrayc[x].ToString())) // if it is not a keyword

{

// check what is the category of varaible, handling only two cases here

//Category1- Variable initialization of type digit e.g. int count = 10 ;

//Category2- Variable initialization of type String e.g. String var = ' Hello ' ;

Regex reg1 = new Regex(@"^(int|float|double)\s([A-Za-z|\_][A-Za-z|0-9]{0,10})\s(=)\s([0-9]+([.][0-9]+)?([e][+|-]?[0-9]+)?)\s(;)$"); // line of type int alpha = 2 ;

Match category1 = reg1.Match(line);

Regex reg2 = new Regex(@"^(String|char)\s([A-Za-z|\_][A-Za-z|0-9]{0,10})\s(=)\s[']\s([A-Za-z|\_][A-Za-z|0-9]{0,30})\s[']\s(;)$"); // line of type String alpha = ' Hello ' ;

Match category2 = reg2.Match(line);

//if it is a category 1 then add a row in symbol table containing the information related to that variable

if (category1.Success)

{

SymbolTable[row, 1] = row.ToString(); //index

SymbolTable[row, 2] = finalArrayc[x].ToString(); //variable name

SymbolTable[row, 3] = finalArrayc[x - 1].ToString(); //type

SymbolTable[row, 4] = finalArrayc[x+2].ToString(); //value

SymbolTable[row, 5] = line\_num.ToString(); // line number

tfTokens.AppendText("<var" + count + ", " + row + "> ");

symbolTable.AppendText(SymbolTable[row, 1].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 2].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 3].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 4].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 5].ToString() + " \n ");

row++;

count++;

}

//if it is a category 2 then add a row in symbol table containing the information related to that variable

else if (category2.Success)

{

// if a line such as String var = ' Hello ' ; comes and the loop moves to index of array containing Hello ,

//then this if condition prevents addition of Hello in symbol Table because it is not a variable it is just a string

if (!(finalArrayc[x-1].ToString().Equals("'") && finalArrayc[x+1].ToString().Equals("'")))

{

SymbolTable[row, 1] = row.ToString(); // index

SymbolTable[row, 2] = finalArrayc[x].ToString(); //varname

SymbolTable[row, 3] = finalArrayc[x-1].ToString(); //type

SymbolTable[row, 4] = finalArrayc[x+3].ToString(); //value

SymbolTable[row, 5] = line\_num.ToString(); // line number

tfTokens.AppendText("<var" + count + ", " + row + "> ");

symbolTable.AppendText(SymbolTable[row, 1].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 2].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 3].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 4].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 5].ToString() + " \n ");

row++;

count++;

}

else

{

tfTokens.AppendText("<String" + count + ", " + finalArrayc[x].ToString() + "> ");

}

}

else

{

// if any other category line comes in we check if we have initializes that varaible before,

// if we have initiazed it before then we put the index of that variable in symbol table, in its token

String ind = "Default";

String ty = "Default";

String val = "Default";

String lin = "Default";

for (int r = 1; r <= SymbolTable.GetLength(0); r++)

{

//search in the symbol table if variable entry already exists

if (SymbolTable[r, 2].Equals(finalArrayc[x].ToString()))

{

ind = SymbolTable[r, 1];

ty = SymbolTable[r, 3];

val = SymbolTable[r, 4];

lin = SymbolTable[r, 5];

tfTokens.AppendText("<var" + ind + ", " + ind + "> ");

break;

}

}

}

}

// if a current lexeme is not a variable but a keyword then make a token such as: <keyword, int>

else

{

tfTokens.AppendText("<keyword, " + finalArrayc[x].ToString() + "> ");

}

}

}

tfTokens.AppendText("\n");

finalArrayc.Clear();

}

}

}

}

#region Display Symbol Table

for (int j = 0; j < Symboltable.Count; j++)

{

for (int z = 0; z < Symboltable[j].Count; z++)

{ ST.AppendText(Symboltable[j][z] + "\t"); }

ST.AppendText("\n");

}

#endregion

}

#region Make Entry Symbol Table

void Check\_And\_Make\_Entries()

{

KeyWords.Remove("begin"); KeyWords.Remove("end"); KeyWords.Remove("print");

KeyWords.Remove("if"); KeyWords.Remove("else");

if (lexemes\_per\_line - 4 == 0 || lexemes\_per\_line - 7 == 0)

{

if (lexemes\_per\_line == 7)

{

Variables.RemoveAt(Variables.Count - 1); Variables.RemoveAt(Variables.Count - 1);

}

for (; ST\_index < KeyWords.Count; ST\_index++)

{

Symboltable.Add(new List<string>());

Symboltable[ST\_index].Add(ST\_index + 1 + "");

Symboltable[ST\_index].Add(Variables[ST\_index] + "");

Symboltable[ST\_index].Add(KeyWords[ST\_index] + "");

Symboltable[ST\_index].Add(Constants[ST\_index] + "");

Symboltable[ST\_index].Add(LineNumber[ST\_index] + "");

}

}

if (lexemes\_per\_line - 6 == 0)

{

Variables.RemoveAt(Variables.Count - 1); Variables.RemoveAt(Variables.Count - 1); Variables.RemoveAt(Variables.Count - 1);

}

}

#endregion

**3] Stage v (verify)**

**Home Activities:**

**Activity 1:**

Implement symbol table using hash function

**4] Stage a2 (assess)**

**Assignment:** Submit the home activity before next lab.

**LAB # 07**

**Statement Purpose:**

**To find the first set of a given grammar using Array.**

Syntax analysis is the second phase of a compiler.The lexical analyzer works closely with the syntax analyzer. It reads character streams from the source code, checks for legal tokens, and passes the data to the syntax analyzer for further processing.

**Activity Outcomes:**

This lab teaches you

* How to find the tokens/variables that are the starting symbols of a grammar rule.

**Instructor Note:**

Students should know how to write grammar rules in C#

**1] Stage J (Journey)**

**Introduction**

Each time a predictive parser makes a decision, it needs to determine which production rule to apply to the leftmost non-terminal in an intermediate form, based on the next terminal (*i.e.* the lookahead symbol).  
Take the minimalistic grammar

1. S -> aAb
2. A -> a | <epsilon>

and let us first parse the statement 'aab', so that the parser starts from looking at the (*intermediate form*, *input*) pair ('S','aab').  
There is no real choice here (since 'S' expands in only one way), but we can still see that this is the production to choose because FIRST(S) = {a}, and arrive at the pair ('aAb', 'aab'). If we started from ('S', 'z'), we'd already know that there's a syntax error, because no expansion of S begins with 'z' - that's how come FIRST(S) doesn't have a 'z' in it.  
Moving along, ('aAb', 'aab') doesn't begin with a non-terminal to decide a production for, so we just verify that 'a' matches 'a', which leaves us with ('Ab','ab'). The nonterminal 'A' *does* have multiple ways to expand - it can either become an 'a', or vanish. Since FIRST(A) = {a} as well, the former choice is the right one, so we choose that, and get ('ab', 'ab'). Having run out of nonterminals, the rest is just to verify that 'a' is in the right place to leave ('b','b'), and 'b' matches as well, so in the end, the statement is accepted by the grammar.  
This is the significance of the FIRST sets: they tell you when a nonterminal can produce the lookahead symbol as the beginning of a statement, so that it can be matched away and reduce the input. These derivations were direct, but if the grammar were

1. S -> aDb
2. D -> E
3. E -> 'a' | <epsilon>

you would find 'a' in FIRST(S), FIRST(D), and FIRST(E) to drive essentially the same choices, just using one additional step of derivation.  
First sets are the set of all what can begin a production rule. For example a number must begin with a digit, a identifier must begin with a letter,...   
  
**2] Stage a1 (apply)**

**Lab Activities:**

**Activity 1:**

Write a program that takes at least six grammar rules. Based on these rules, find the first sets of these non-terminals.

**Solution:**

using System;

using System.Collections;

using System.Collections.Generic;

using System.ComponentModel;

using System.Text.RegularExpressions;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace FirstSets

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

Hashtable productionRulez = new Hashtable();

Hashtable firstSets = new Hashtable();

private void button1\_Click(object sender, EventArgs e)

{

productionRulez.Clear();

firstSets.Clear();

String temp2 = "";

bool flag = true;

var productionRules = richTextBox1.Text.Split('\n');

foreach (var productionRule in productionRules)

{

var temp = productionRule.Split('>');

if (!productionRulez.Contains(temp[0]))

{

productionRulez.Add(temp[0], temp[1]);

var te = temp[0].ToCharArray()[0];

if(!(new Regex(@"^[A-Z]$")).Match(te+"").Success)

{

flag = false;

MessageBox.Show("Non terminals cant be small letters");

}

}

else

{

productionRulez[temp[0]] += "|" + temp[1];

}

}

if (flag)

{

foreach (DictionaryEntry rule in productionRulez)

{

List<String[]> rules = new List<String[]>();

var alpha = rule.Value.ToString().Split('|');

foreach (var rul in alpha)

{

rules.Add(rul.Split(' '));

}

foreach (var rul in rules)

{

if (!firstSets.Contains(rule.Key))

{

firstSets.Add(rule.Key, calculateFirst(rul, 0));

}

else

{

firstSets[rule.Key] += "," + calculateFirst(rul, 0);

}

}

}

foreach (DictionaryEntry x in firstSets)

{

richTextBox2.AppendText("First(" + x.Key.ToString() + ") = " + "{" + x.Value.ToString() + "}\n");

}

}

}

private string calculateFirst(String[] alpha, int index)

{

if (!productionRulez.Contains(alpha[0]) && alpha[0] != "~")

{

return alpha[0];

}

else if (alpha[0] != "~" && alpha.Length >= 1)

{

String[] beta = null;

if (productionRulez.Contains(alpha[index]))

{

beta = productionRulez[alpha[index]].ToString().Split(' ');

}

else

{

return alpha[index];

}

var x = calculateFirst(beta, index);

if (x != "~")

{

return x;

}

else

{

return calculateFirst(alpha, index + 1);

}

}

return "~";

}

}

}

**Output:**

![C Program To Find First and Follow of a Grammar using Array](data:image/png;base64,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)

**3] Stage v (verify)**

**Home Activities:**

**Activity 1:**

Write a code for any given grammar that satisfy the criterion of JAVA language constructs.

**4] Stage a2 (assess)**

**Assignment:** Students must submit their home task before next lab.

**Statement Purpose:**

**LAB # 08**

**To find the follow set of a given grammar using Array.**

Syntax analysis is the second phase of a compiler.The lexical analyzer works closely with the syntax analyzer. It reads character streams from the source code, checks for legal tokens, and passes the data to the syntax analyzer for further processing. Follow set in parsing is the continuation of first set.

**Activity Outcomes:**

This lab teaches you

* How to find the tokens/variables that are the ending symbols of a grammar rule.

**Instructor Note:**

Students should know how to write a program for finding the first set of any given grammar rules in C#

**1] Stage J (Journey)**

**Introduction**

FOLLOW covers the possibility that the leftmost non-terminal can disappear, so that the lookahead symbol is not actually a part of what we're presently expanding, but rather the beginning of the next construct.  
  
Consider parsing the string 'ab', which starts us off at ('S','ab'). The first decision comes from FIRST(S) again, and goes through ('aAb','ab'), to ('Ab','b').  
  
In this situation, we need the A to vanish; although A can not directly match 'b', 'b' can *follow* A: FOLLOW(A) = {b} because b is found immediately to the right of A in the result of the first production, and A can produce the empty string.  
A -> <epsilon> can't be chosen whenever strings begin with <epsilon>, because all strings do. It *can*, however, be chosen as a consequence of noticing that we need A to go away before we can make further progress. Hence, seeing ('Ab','b'), the A -> <epsilon> production yields ('b','b'), and success in the next step.  
  
This is the significance of the FOLLOW sets: they tell you when a non-terminal can hand you the lookahead symbol at the beginning of a statement by disappearing. Choosing productions that give <epsilon> doesn't reduce the input string, but you still have to make a rule for when the parser needs to take them, and the appropriate conditions are found from the FOLLOW set of the troublesome non-terminal.  
  
Both Top-Down and Bottom-Up Parsers make use of FIRST and FOLLOW for the production of Parse Tree from a grammar. In top­ down parsing, FIRST and FOLLOW is used to choose which among the grammar is to apply, based on the next input symbol (lookhead terminals) in the given string. During panic-mode error recovery, sets of tokens produced by FOLLOW can be used as synchronizing tokens.  
  
FIRST(S), where S is any string of grammar symbols is the set of terminals that begin strings derived from a. If S =>\* a, then a will be added among FIRST (S).  
  
Define FOLLOW(S) for nonterminal S, to be the set of terminals a that can appear immediately to the right of A in some sentential form; that is, the set of terminals a such that there exists a derivation of the form S =>\* aAa. There may have been symbols between S and a, at some time during the derivation, but if so, they derive ɛ and disappeared. A can als be the rightmost symbol in some sentential form, then $ is in FOLLOW(A), where $ is a special "endmarker" symbol that is not to be a symbol of any grammar.

They are also used for error recovery. As you want a compiler to find the maximum of errors in your program, when it finds an error, it skip the symbols until it finds one which is in the possible follower. It will not correct the program, but the compiler will resume checking syntax as soon as possible.  
Follow set are all what can follow a given symbol. For example after the symbol "+" you can have a number (thus a digit), an identifier (thus a letter) or a parenthesis (thus "(").  
  
**2] Stage a1 (apply)**

**Lab Activities:**

**Activity 1:**

Write a program that takes at least six grammar rules. Based on these rules and after calculating the first of all the non-terminals, find the follow sets of these variables.

**Solution:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace FirstFollowSet

{

class Program

{

static int limit, x = 0;

static char[,] production = new char[10, 10];

static char[] array = new char[10];

static void Main(string[] args)

{

for(int i = 0; i < 10; i++){

for (int j = 0; j < 10; j++) {

//To signify empty space.

production[i,j] = '-';

}

}

int count;

char option, ch;

Console.WriteLine("\nEnter Total Number of Productions:\t");

limit = Convert.ToInt32(Console.ReadLine());

for (count = 0; count < limit; count++)

{

Console.WriteLine("\nValue of Production Number {0}:\t", count + 1);

String temp = Console.ReadLine();

for (int i = 0; i < temp.Length; i++ )

{

production[count, i] = temp[i];

}

}

// Keep asking the user for non-terminal for which follow\_set is needed.

do

{

x = 0;

Console.WriteLine("\nEnter production Value to Find Follow:\t");

ch = Console.ReadKey().KeyChar;

find\_follow(ch);

Console.WriteLine("\nFollow Value of {0}:\t{", ch);

for (count = 0; count < x; count++)

{

Console.Write(array[count]);

}

Console.Write("}\n");

Console.Write("To Continue, Press Y:\t");

option = ch = Console.ReadKey().KeyChar;

} while (option == 'y' || option == 'Y');

for (int i = 0; i < 10; i++)

{

for (int j = 0; j < 10; j++)

{

Console.Write(production[i, j]);

}

Console.Write("\n");

}

Console.ReadKey();

}

static void find\_follow(char ch)

{

int i = 0, j;

for (int k = 0; k < 10; k++)

{

if(){

}

}

int length = production[i,0].Length;

if (Convert.ToChar(production[0, 0]).Equals(ch))

{

array\_manipulation('$');

}

for (i = 0; i < limit; i++)

{

for (j = 2; j < length; j++)

{

if (Convert.ToChar(production[i, j]).Equals(ch))

{

if (Convert.ToChar(production[i, j + 1]).Equals('\0'))

{

find\_first(Convert.ToChar(production[i, j + 1]));

}

if (Convert.ToChar(production[i, j + 1]).Equals('\0') && ch.Equals(Convert.ToChar(production[i, 0])))

{

find\_follow(Convert.ToChar(production[i, 0]));

}

}

}

}

}

static void find\_first(char ch)

{

int i = 0, k;

//Check for uppercase letter.

int val = System.Convert.ToInt32(ch);

if (!(val >= 97 && val <= 122))

{

array\_manipulation(ch);

}

for (k = 0; k < limit; k++)

{

if (production[k, 0].Equals(ch))

{

if (production[k, 2].Equals('$'))

{

find\_follow(Convert.ToChar(production[i, 0]));

}

//Check for lowercase.

else if (Convert.ToInt32((production[k, 2])) >= 97 && Convert.ToInt32((production[k, 2])) <= 122)

{

array\_manipulation(Convert.ToChar(production[k, 2]));

}

else

{

find\_first(Convert.ToChar(production[k, 2]));

}

}

}

}

static void array\_manipulation(char ch)

{

int count;

for (count = 0; count <= x; count++)

{

if (array[count].Equals(ch))

{

return;

}

}

array[x++] = ch;

}

}

}

**Output:**
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**3] Stage v (verify)**

**Home Activities:**

**Activity 1:**

Write a code for the grammar with at least 8 non-terminals.

**4] Stage a2 (assess)**

**Assignment:**

Students must submit their home task before next lab with good understanding.

**LAB # 09**

**Statement Purpose:**

A parser or syntax analyzer is a compiler component that breaks data into smaller elements for easy translation into another language. A parser takes input in the form of a sequence of tokens or program instructions, validates sentence sequence and usually builds a data structure in the form of a parse tree or abstract syntax tree.
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Syntax analyzers follow production rules defined by means of context-free grammar. The way the production rules are implemented (derivation) divides parsing into two types: top-down parsing and bottom-up parsing.
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**Activity Outcomes:**

This lab teaches you

* Implementation of deterministic finite automata which will be used in bottom up parser

**Instructor Note:**

Student should have prior knowledge regarding DFA and bottom up parser

1. **Stage J (Journey)**

**Introduction**

### Bottom-up Parsing

As the name suggests, bottom-up parsing starts with the input symbols and tries to construct the parse tree up to the start symbol.

**Example:**

Input string : a + b \* c

Production rules:

S → E

E → E + T

E → E \* T

E → T

T → id

Let us start bottom-up parsing

a + b \* c

Read the input and check if any production matches with the input:

a + b \* c

T + b \* c

E + b \* c

E + T \* c

E \* c

E \* T

E

S

For designing bottom up parser you need to know how to implement deterministic finite automata (DFA) and simple LR. In this lab you will learn how to implement a DFA.

Deterministic Finite Automata is a finite-state machine that accepts and rejects finite strings of symbols and only produces a unique computation (or run) of the automaton for each input string.

1. **Stage a1 (apply)**

**Lab Activities:**

**Activity 1:**

**Design a Deterministic finite automata which accepts the input ‘abcc’.**

**Solution:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Windows.Forms;

namespace WindowsFormsApplication1

{

public partial class Form1 : Form

{

public Form1()

{

InitializeComponent();

}

private void Compile\_Click(object sender, EventArgs e)

{

String Initial\_State = "S0";

String Final\_State = "S3";

var dict = new Dictionary<string, Dictionary<char, object>>();

dict.Add("S0", new Dictionary<char, object>()

{

{ 'a', "S1" },

{ 'b', "Se" },

{ 'c', "Se" }

});

dict.Add("S1", new Dictionary<char, object>()

{

{ 'a', "Se" },

{ 'b', "S2" },

{ 'c', "Se" }

});

dict.Add("S2", new Dictionary<char, object>()

{

{ 'a', "Se" },

{ 'b', "Se" },

{ 'c', "S3" }

});

dict.Add("S3", new Dictionary<char, object>()

{

{ 'a', "Se" },

{ 'b', "Se" },

{ 'c', "S3" }

});

char check;

String state;

string strinput = Input.Text;

char[] charinput = strinput.ToCharArray();

check = charinput[0];

state = Initial\_State;

int j = 0;

while(check!='\\' && state!="Se")

{

state = dict[state][check]+"";

j++;

check = charinput[j];

}

if (state.Equals(Final\_State))

{ Output.Text = "RESULT OKAY"; }

else

{ Output.Text = "ERROR"; }

}

}

}

1. **Stage v (verify)**

**Home Activities:**

**Activity 1:**

Design a deterministic finite automaton which will accept variables of C.

1. **Stage a2 (assess)**

**Assignment:**

Submit the home activity before next lab

**LAB # 10**

**Statement Purpose:**

A parser or syntax analyzer is a compiler component that breaks data into smaller elements for easy translation into another language. A parser takes input in the form of a sequence of tokens or program instructions, validates sentence sequence and usually builds a data structure in the form of a parse tree or abstract syntax tree.
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Syntax analyzers follow production rules defined by means of context-free grammar. The way the production rules are implemented (derivation) divides parsing into two types: top-down parsing and bottom-up parsing.
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**Activity Outcomes:**

This lab teaches you

* Implementation of SLR for a bottom up parser

**Instructor Note:**

Student should have prior knowledge regarding SLR

1. **Stage J (Journey)**

**Introduction**

A **Simple LR** or **SLR parser** is a type of LR parser with small parse tables and a relatively simple parser generator algorithm. As with other types of LR(1) parser, an SLR parser is quite efficient at finding the single correct bottom-up parse in a single left-to-right scan over the input stream, without guesswork or backtracking. The parser is mechanically generated from a formal grammar for the language.

1. **Stage a1 (apply)**

**Lab Activities:**

**Activity 1:**

**Design SLR for the CFG of TINY C.**

**TINY C**

**Keywords: begin(){, }end, int, float, if, for, else, then, print**

**Operators: +, =, <**

**Variables: same criterion as that of C language**

**Constants: digits and floating point numbers**

**Punctuation Symbols: {, }, (, ), ;**

**Input string for making SLR**

**Begin(){**

**int a=5;**

**int b=10;**

**int c=0;**

**c=a+b;**

**if(c>a)**

**print a;**

**else print c;**

**}end**

**Solution:**

1. Store the input in an array named finalArray having an index named pointer.
2. //Initializations

ArrayList States = new ArrayList();

Stack<String> Stack = new Stack<String>();

String Parser;

String[] Col = { "begin" ,"(",")","{","int","a","b", "c","=","5","10","0",";","if",">","print",

"else","$","}","+","end","Program","DecS","AssS","IffS","PriS","Var","Const" };

#region Bottom Up Parser

States.Add("Program\_begin ( ) { DecS Decs Decs AssS IffS } end");

States.Add("DecS\_int Var = Const ;");

States.Add("AssS\_Var = Var + Var ;");

States.Add("IffS\_if ( Var > Var ) { PriS } else { PriS }");

States.Add("PriS\_print Var ;");

States.Add("Var\_a");

States.Add("Var\_b");

States.Add("Var\_c");

States.Add("Const\_5");

States.Add("Const\_10");

States.Add("Const\_0");

Stack.Push("0");

finalArray.Add("$");

int pointer = 0;

#region ParseTable

var dict = new Dictionary<string, Dictionary<String, object>>();

dict.Add("0", new Dictionary<String, object>()

{

{ "begin", "S2" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "1" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("1", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "Accept" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("2", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "S3" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("3", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "S4" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("4", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "S5" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("5", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "S13" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "6" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("6", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "S13" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "7" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("7", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "S13" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "8" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("8", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "9" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "18" },

{ "Const", "" }

});

dict.Add("9", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "S24" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "10" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("10", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "S11" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("11", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "S12" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("12", new Dictionary<String, object>()

{

{ "begin", "R1" },

{ "(", "R1" },

{ ")", "R1" },

{ "{", "R1" },

{ "int", "R1" },

{ "a", "R1" },

{ "b", "R1" },

{ "c", "R1" },

{ "=", "R1" },

{ "5", "R1" },

{ "10", "R1" },

{ "0", "R1" },

{ ";", "R1" },

{ "if", "R1" },

{ ">", "R1" },

{ "print", "R1" },

{ "else", "R1" },

{ "$", "R1" },

{ "}", "R1" },

{ "+", "R1" },

{ "end", "R1" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("13", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "14" },

{ "Const", "" }

});

dict.Add("14", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "S15" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "2" },

{ "IffS", "1" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("15", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "S41" },

{ "10", "S43" },

{ "0", "S45" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "16" }

});

dict.Add("16", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "S17" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("17", new Dictionary<String, object>()

{

{ "begin", "R2" },

{ "(", "R2" },

{ ")", "R2" },

{ "{", "R2" },

{ "int", "R2" },

{ "a", "R2" },

{ "b", "R2" },

{ "c", "R2" },

{ "=", "R2" },

{ "5", "R2" },

{ "10", "R2" },

{ "0", "R2" },

{ ";", "R2" },

{ "if", "R2" },

{ ">", "R2" },

{ "print", "R2" },

{ "else", "R2" },

{ "$", "R2" },

{ "}", "R2" },

{ "+", "R2" },

{ "end", "R2" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("18", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "S19" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("19", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "20" },

{ "Const", "" }

});

dict.Add("20", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "S21" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("21", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "22" },

{ "Const", "" }

});

dict.Add("22", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "S23" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("23", new Dictionary<String, object>()

{

{ "begin", "R3" },

{ "(", "R3" },

{ ")", "R3" },

{ "{", "R3" },

{ "int", "R3" },

{ "a", "R3" },

{ "b", "R3" },

{ "c", "R3" },

{ "=", "R3" },

{ "5", "R3" },

{ "10", "R3" },

{ "0", "R3" },

{ ";", "R3" },

{ "if", "R3" },

{ ">", "R3" },

{ "print", "R3" },

{ "else", "R3" },

{ "$", "R3" },

{ "}", "R3" },

{ "+", "R3" },

{ "end", "R3" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("24", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "S25" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("25", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "26" },

{ "Const", "" }

});

dict.Add("26", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "S27" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("27", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "28" },

{ "Const", "" }

});

dict.Add("28", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "S29" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "2" },

{ "IffS", "1" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("29", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "S30" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "2" },

{ "IffS", "1" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("30", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "S37" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "31" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("31", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "S32" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("32", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "S33" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("33", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "S34" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("34", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "S37" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "35" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("35", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "S36" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "2" },

{ "IffS", "1" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("36", new Dictionary<String, object>()

{

{ "begin", "R4" },

{ "(", "R4" },

{ ")", "R4" },

{ "{", "R4" },

{ "int", "R4" },

{ "a", "R4" },

{ "b", "R4" },

{ "c", "R4" },

{ "=", "R4" },

{ "5", "R4" },

{ "10", "R4" },

{ "0", "R4" },

{ ";", "R4" },

{ "if", "R4" },

{ ">", "R4" },

{ "print", "R4" },

{ "else", "R4" },

{ "$", "R4" },

{ "}", "R4" },

{ "+", "R4" },

{ "end", "R4" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("37", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "38" },

{ "Const", "" }

});

dict.Add("38", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "S39" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("39", new Dictionary<String, object>()

{

{ "begin", "R5" },

{ "(", "R5" },

{ ")", "R5" },

{ "{", "R5" },

{ "int", "R5" },

{ "a", "R5" },

{ "b", "R5" },

{ "c", "R5" },

{ "=", "R5" },

{ "5", "R5" },

{ "10", "R5" },

{ "0", "R5" },

{ ";", "R5" },

{ "if", "R5" },

{ ">", "R5" },

{ "print", "R5" },

{ "else", "R5" },

{ "$", "R5" },

{ "}", "R5" },

{ "+", "R5" },

{ "end", "R5" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("40", new Dictionary<String, object>()

{

{ "begin", "R6" },

{ "(", "R6" },

{ ")", "R6" },

{ "{", "R6" },

{ "int", "R6" },

{ "a", "R6" },

{ "b", "R6" },

{ "c", "R6" },

{ "=", "R6" },

{ "5", "R6" },

{ "10", "R6" },

{ "0", "R6" },

{ ";", "R6" },

{ "if", "R6" },

{ ">", "R6" },

{ "print", "R6" },

{ "else", "R6" },

{ "$", "R6" },

{ "}", "R6" },

{ "+", "R6" },

{ "end", "R6" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("41", new Dictionary<String, object>()

{

{ "begin", "R9" },

{ "(", "R9" },

{ ")", "R9" },

{ "{", "R9" },

{ "int", "R9" },

{ "a", "R9" },

{ "b", "R9" },

{ "c", "R9" },

{ "=", "R9" },

{ "5", "R9" },

{ "10", "R9" },

{ "0", "R9" },

{ ";", "R9" },

{ "if", "R9" },

{ ">", "R9" },

{ "print", "R9" },

{ "else", "R9" },

{ "$", "R9" },

{ "}", "R9" },

{ "+", "R9" },

{ "end", "R9" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("42", new Dictionary<String, object>()

{

{ "begin", "R7" },

{ "(", "R7" },

{ ")", "R7" },

{ "{", "R7" },

{ "int", "R7" },

{ "a", "R7" },

{ "b", "R7" },

{ "c", "R7" },

{ "=", "R7" },

{ "5", "R7" },

{ "10", "R7" },

{ "0", "R7" },

{ ";", "R7" },

{ "if", "R7" },

{ ">", "R7" },

{ "print", "R7" },

{ "else", "R7" },

{ "$", "R7" },

{ "}", "R7" },

{ "+", "R7" },

{ "end", "R7" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("43", new Dictionary<String, object>()

{

{ "begin", "R10" },

{ "(", "R10" },

{ ")", "R10" },

{ "{", "R10" },

{ "int", "R10" },

{ "a", "R10" },

{ "b", "R10" },

{ "c", "R10" },

{ "=", "R10" },

{ "5", "R10" },

{ "10", "R10" },

{ "0", "R10" },

{ ";", "R10" },

{ "if", "R10" },

{ ">", "R10" },

{ "print", "R10" },

{ "else", "R10" },

{ "$", "R10" },

{ "}", "R10" },

{ "+", "R10" },

{ "end", "R10" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("44", new Dictionary<String, object>()

{

{ "begin", "R8" },

{ "(", "R8" },

{ ")", "R8" },

{ "{", "R8" },

{ "int", "R8" },

{ "a", "R8" },

{ "b", "R8" },

{ "c", "R8" },

{ "=", "R8" },

{ "5", "R8" },

{ "10", "R8" },

{ "0", "R8" },

{ ";", "R8" },

{ "if", "R8" },

{ ">", "R8" },

{ "print", "R8" },

{ "else", "R8" },

{ "$", "R8" },

{ "}", "R8" },

{ "+", "R8" },

{ "end", "R8" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("45", new Dictionary<String, object>()

{

{ "begin", "R11" },

{ "(", "R11" },

{ ")", "R11" },

{ "{", "R11" },

{ "int", "R11" },

{ "a", "R11" },

{ "b", "R11" },

{ "c", "R11" },

{ "=", "R11" },

{ "5", "R11" },

{ "10", "R11" },

{ "0", "R11" },

{ ";", "R11" },

{ "if", "R11" },

{ ">", "R11" },

{ "print", "R11" },

{ "else", "R11" },

{ "$", "R11" },

{ "}", "R11" },

{ "+", "R11" },

{ "end", "R11" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

#endregion

while (true)

{

if (!Col.Contains(finalArray[pointer]))

{

Output.AppendText("Unable to Parse Unknown Input");

break;

}

Parser = dict[Stack.Peek() + ""][finalArray[pointer] + ""] + "";

if (Parser.Contains("S"))

{

Stack.Push(finalArray[pointer] + "");

Parser = Parser.TrimStart('S');

Stack.Push(Parser);

pointer++;

Print\_Stack();

}

if (Parser.Contains("R"))

{

Parser = Parser.TrimStart('R');

String get = States[Convert.ToInt32(Parser) - 1] + "";

String[] Splitted = get.Split('\_');

String[] Final\_ = Splitted[1].Split(' ');

int test = Final\_.Length;

for (int i = 0; i < test \* 2; i++)

{ Stack.Pop(); }

String row = Stack.Peek() + "";

Stack.Push(Splitted[0]);

Stack.Push(dict[row][Stack.Peek()] + "");

Print\_Stack();

}

if (Parser.Contains("Accept"))

{

Output.AppendText("Parsed");

break;

}

if (Parser.Equals(""))

{

Output.AppendText("Unable to Parse");

break;

}

}

finalArray.Remove("$");

finalArray.Remove("begin");

#endregion

1. **Stage v (verify)**

**Home Activities:**

**Activity 1:**

**Understand the SLR code, mentioned in lab activity 1, written with the help of dictionary and stack classes of C#.**

1. **Stage a2 (assess)**

**Assignment:**

Complete the home activity before next lab.

**LAB # 11**

**Statement Purpose:**

**Semantic analysis**, also **context sensitive analysis**, is a process in compiler construction, usually after parsing, to gather necessary semantic information from the source code. It usually includes type checking, or makes sure a variable is declared before use which is impossible to describe in Extended Backus–Naur Form and thus not easily detected during parsing.

**Activity Outcomes:**

This lab teaches you

* Implementation of semantic analyzer

**Instructor Note:**

Student should have prior knowledge of semantic analyzer

1. **Stage J (Journey)**

**Introduction**

Semantics of a language provide meaning to its constructs, like tokens and syntax structure. Semantics help interpret symbols, their types, and their relations with each other. Semantic analysis judges whether the syntax structure constructed in the source program derives any meaning or not.

CFG + semantic rules = Syntax Directed Definitions

For example:

int a = “value”;

should not issue an error in lexical and syntax analysis phase, as it is lexically and structurally correct, but it should generate a semantic error as the type of the assignment differs. These rules are set by the grammar of the language and evaluated in semantic analysis.

1. **Stage a1 (apply)**

**Lab Activities:**

**Activity 1:**

**Implement the semantic analyzer for checking type incompatibilities in the source program**

**Solution:**

1. **Initialize finalArray with input**
2. **Semantic analyzer uses information of symbol table so you must have the symbol table implemented before doing this lab.**
3. **variable\_Reg = new Regex(@"^[A-Za-z|\_][A-Za-z|0-9]\*$");**

#region Semantic Analyzer

void Semantic\_Analysis(int k)

{

if (finalArray[k].Equals("+"))

{

if (variable\_Reg.Match(finalArray[k - 1] + "").Success && variable\_Reg.Match(finalArray[k + 1] + "").Success)

{

String type = finalArray[k - 4] + "";

String left\_side = finalArray[k - 3] + "";

int left\_side\_i = 0;

int left\_side\_j = 0;

String before = finalArray[k - 1] + "";

int before\_i = 0;

int before\_j = 0;

String after = finalArray[k + 1] + "";

int after\_i = 0;

int after\_j = 0;

for (int i = 0; i < Symboltable.Count; i++)

{

for (int j = 0; j < Symboltable[i].Count; j++)

{

if (Symboltable[i][j].Equals(left\_side))

{ left\_side\_i = i; left\_side\_j = j; }

if (Symboltable[i][j].Equals(before))

{ before\_i = i; before\_j = j; }

if (Symboltable[i][j].Equals(after))

{ after\_i = i; after\_j = j; }

}

}

if (type.Equals(Symboltable[before\_i][2]) && type.Equals(Symboltable[after\_i][2]) && Symboltable[before\_i][2].Equals(Symboltable[after\_i][2]))

{

int Ans = Convert.ToInt32(Symboltable[before\_i][3]) + Convert.ToInt32(Symboltable[after\_i][3]);

Constants.Add(Ans);

}

if (Symboltable[left\_side\_i][2].Equals(Symboltable[before\_i][2]) && Symboltable[left\_side\_i][2].Equals(Symboltable[after\_i][2]) && Symboltable[before\_i][2].Equals(Symboltable[after\_i][2]))

{

int Ans = Convert.ToInt32(Symboltable[before\_i][3]) + Convert.ToInt32(Symboltable[after\_i][3]);

Constants.RemoveAt(Constants.Count - 1);

Constants.Add(Ans);

Symboltable[left\_side\_i][3] = Ans + "";

}

}

}

if (finalArray[k].Equals("-"))

{

if (variable\_Reg.Match(finalArray[k - 1] + "").Success && variable\_Reg.Match(finalArray[k + 1] + "").Success)

{

String type = finalArray[k - 4] + "";

String left\_side = finalArray[k - 3] + "";

int left\_side\_i = 0;

int left\_side\_j = 0;

String before = finalArray[k - 1] + "";

int before\_i = 0;

int before\_j = 0;

String after = finalArray[k + 1] + "";

int after\_i = 0;

int after\_j = 0;

for (int i = 0; i < Symboltable.Count; i++)

{

for (int j = 0; j < Symboltable[i].Count; j++)

{

if (Symboltable[i][j].Equals(left\_side))

{ left\_side\_i = i; left\_side\_j = j; }

if (Symboltable[i][j].Equals(before))

{ before\_i = i; before\_j = j; }

if (Symboltable[i][j].Equals(after))

{ after\_i = i; after\_j = j; }

}

}

if (type.Equals(Symboltable[before\_i][2]) && type.Equals(Symboltable[after\_i][2]) && Symboltable[before\_i][2].Equals(Symboltable[after\_i][2]))

{

int Ans = Convert.ToInt32(Symboltable[before\_i][3]) - Convert.ToInt32(Symboltable[after\_i][3]);

Constants.Add(Ans);

}

if (Symboltable[left\_side\_i][2].Equals(Symboltable[before\_i][2]) && Symboltable[left\_side\_i][2].Equals(Symboltable[after\_i][2]) && Symboltable[before\_i][2].Equals(Symboltable[after\_i][2]))

{

int Ans = Convert.ToInt32(Symboltable[before\_i][3]) + Convert.ToInt32(Symboltable[after\_i][3]);

Constants.RemoveAt(Constants.Count - 1);

Constants.Add(Ans);

Symboltable[left\_side\_i][3] = Ans + "";

}

}

}

if (finalArray[k].Equals(">"))

{

if (variable\_Reg.Match(finalArray[k - 1] + "").Success && variable\_Reg.Match(finalArray[k + 1] + "").Success)

{

String before = finalArray[k - 1] + "";

int before\_i = 0;

int before\_j = 0;

String after = finalArray[k + 1] + "";

int after\_i = 0;

int after\_j = 0;

for (int i = 0; i < Symboltable.Count; i++)

{

for (int j = 0; j < Symboltable[i].Count; j++)

{

if (Symboltable[i][j].Equals(before))

{ before\_i = i; before\_j = j; }

if (Symboltable[i][j].Equals(after))

{ after\_i = i; after\_j = j; }

}

}

if (Convert.ToInt32(Symboltable[before\_i][3]) > Convert.ToInt32(Symboltable[after\_i][3]))

{

int start\_of\_else = finalArray.IndexOf("else");

int end\_of\_else = finalArray.Count - 1;

for (int i = end\_of\_else; i >= start\_of\_else; i--)

{

if (finalArray[i].Equals("}"))

{

if (i < finalArray.Count - 2)

{ end\_of\_else = i; }

}

}

for (int i = start\_of\_else; i <= end\_of\_else; i++)

{ finalArray.RemoveAt(start\_of\_else); }

}

else

{

int start\_of\_if = finalArray.IndexOf("if");

int end\_of\_if = finalArray.IndexOf("}");

for (int i = start\_of\_if; i <= end\_of\_if; i++)

{ finalArray.RemoveAt(start\_of\_if); }

if\_deleted = true;

}

}

}

}

#endregion

1. **Stage v (verify)**

**Home Activities:**

**Activity 1:**

Understand the code of semantic analyzer

1. **Stage a2 (assess)**

**Assignment:** Complete the home activity before next lab

**LAB # 13**

**Statement Purpose:**

As lexical analyzer populates symbol table, so both these programming chunks should be combined.

**Activity Outcomes:**

This lab teaches you

* How to integrate lexical analyzer with symbol table

**Instructor Note:**

Students should have sufficient knowledge of compiler at this stage in order to integrate the separate modules

1. **Stage J (Journey)**

**Introduction**

Task of lexical analyzer is token generation. Generated tokens are then passed to the parser for syntax checking but lexical analyzer is also responsible for storing the information of variables i.e. their name, data type, line number and value in the symbol table.

1. **Stage a1 (apply)**

**Lab Activities:**

**Activity 1:**

**Integrate lexical analyzer with symbol table**

**Solution:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Text.RegularExpressions;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Collections;

namespace LexicalAnalyzerV1

{

public partial class Form1 : Form

{

List<List<String>> Symboltable = new List<List<String>>();

ArrayList LineNumber;

ArrayList Variables;

ArrayList KeyWords;

ArrayList Constants;

ArrayList finalArray;

ArrayList tempArray;

Regex variable\_Reg;

Regex constants\_Reg;

Regex operators\_Reg;

int lexemes\_per\_line;

int ST\_index;

public Form1()

{

InitializeComponent();

String[] k\_ = { "int", "float", "begin", "end", "print", "if", "else" };

ArrayList key = new ArrayList(k\_);

LineNumber = new ArrayList();

Variables = new ArrayList();

KeyWords = new ArrayList();

Constants = new ArrayList();

finalArray = new ArrayList();

tempArray = new ArrayList();

variable\_Reg = new Regex(@"^[A-Za-z|\_][A-Za-z|0-9]\*$");

constants\_Reg = new Regex(@"^[0-9]+([.][0-9]+)?([e]([+|-])?[0-9]+)?$");

operators\_Reg = new Regex(@"[+-/\*=;>(){}]");

int L = 1;

Output.Text = "";

ST.Text = "";

Symboltable.Clear();

if\_deleted = false;

string strinput = Input.Text;

char[] charinput = strinput.ToCharArray();

}

private void btn\_Input\_Click(object sender, EventArgs e)

{

//taking user input from rich textbox

String userInput = tfInput.Text;

//List of keywords which will be used to seperate keywords from variables

List<String> keywordList = new List<String>();

keywordList.Add("int");

keywordList.Add("float");

keywordList.Add("while");

keywordList.Add("main");

keywordList.Add("if");

keywordList.Add("else");

keywordList.Add("new");

//row is an index counter for symbol table

int row = 1;

//count is a variable to incremenet variable id in tokens

int count = 1;

//line\_num is a counter for lines in user input

int line\_num = 0;

//SymbolTable is a 2D array that has the following structure

//[Index][Variable Name][type][value][line#]

//rows are incremented with each variable information entry

String[,] SymbolTable = new String[20, 6];

List<String> varListinSymbolTable = new List<String>();

//Input Buffering

ArrayList finalArray = new ArrayList();

ArrayList finalArrayc = new ArrayList();

ArrayList tempArray = new ArrayList();

char[] charinput = userInput.ToCharArray();

//Regular Expression for Variables

Regex variable\_Reg = new Regex(@"^[A-Za-z|\_][A-Za-z|0-9]\*$");

//Regular Expression for Constants

Regex constants\_Reg = new Regex(@"^[0-9]+([.][0-9]+)?([e]([+|-])?[0-9]+)?$");

//Regular Expression for Operators

Regex operators\_Reg = new Regex(@"^[-\*+/><&&||=]$");

//Regular Expression for Special\_Characters

Regex Special\_Reg = new Regex(@"^[.,'\[\]{}();:?]$");

for (int itr = 0; itr < charinput.Length; itr++)

{

Match Match\_Variable = variable\_Reg.Match(charinput[itr] + "");

Match Match\_Constant = constants\_Reg.Match(charinput[itr] + "");

Match Match\_Operator = operators\_Reg.Match(charinput[itr] + "");

Match Match\_Special = Special\_Reg.Match(charinput[itr] + "");

if (Match\_Variable.Success || Match\_Constant.Success || Match\_Operator.Success || Match\_Special.Success || charinput[itr].Equals(' '))

{

tempArray.Add(charinput[itr]);

}

if (charinput[itr].Equals('\n'))

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArray.Add(fin);

tempArray.Clear();

}

}

}

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArray.Add(fin);

tempArray.Clear();

}

// Final Array SO far correct

tfTokens.Clear();

symbolTable.Clear();

//looping on all lines in user input

for (int i = 0; i < finalArray.Count; i++)

{

String line = finalArray[i].ToString();

//tfTokens.AppendText(line + "\n");

char[] lineChar = line.ToCharArray();

line\_num++;

//taking current line and splitting it into lexemes by space

for (int itr = 0; itr < lineChar.Length; itr++)

{

Match Match\_Variable = variable\_Reg.Match(lineChar[itr] + "");

Match Match\_Constant = constants\_Reg.Match(lineChar[itr] + "");

Match Match\_Operator = operators\_Reg.Match(lineChar[itr] + "");

Match Match\_Special = Special\_Reg.Match(lineChar[itr] + "");

if (Match\_Variable.Success || Match\_Constant.Success)

{

tempArray.Add(lineChar[itr]);

}

if (lineChar[itr].Equals(' '))

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArrayc.Add(fin);

tempArray.Clear();

}

}

if (Match\_Operator.Success || Match\_Special.Success)

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArrayc.Add(fin);

tempArray.Clear();

}

finalArrayc.Add(lineChar[itr]);

}

}

if (tempArray.Count != 0)

{

String fina = "";

for (int k = 0; k < tempArray.Count; k++)

{

fina += tempArray[k];

}

finalArrayc.Add(fina);

tempArray.Clear();

}

// we have asplitted line here

for (int x = 0; x < finalArrayc.Count; x++)

{

Match operators = operators\_Reg.Match(finalArrayc[x].ToString());

Match variables = variable\_Reg.Match(finalArrayc[x].ToString());

Match digits = constants\_Reg.Match(finalArrayc[x].ToString());

Match punctuations = Special\_Reg.Match(finalArrayc[x].ToString());

if (operators.Success)

{

// if a current lexeme is an operator then make a token e.g. < op, = >

tfTokens.AppendText("< op, " + finalArrayc[x].ToString() + "> ");

}

else if (digits.Success)

{

// if a current lexeme is a digit then make a token e.g. < digit, 12.33 >

tfTokens.AppendText("< digit, " + finalArrayc[x].ToString() + "> ");

}

else if (punctuations.Success)

{

// if a current lexeme is a punctuation then make a token e.g. < punc, ; >

tfTokens.AppendText("< punc, " + finalArrayc[x].ToString() + "> ");

}

else if (variables.Success)

{

// if a current lexeme is a variable and not a keyword

if (!keywordList.Contains(finalArrayc[x].ToString())) // if it is not a keyword

{

// check what is the category of varaible, handling only two cases here

//Category1- Variable initialization of type digit e.g. int count = 10 ;

//Category2- Variable initialization of type String e.g. String var = ' Hello ' ;

Regex reg1 = new Regex(@"^(int|float|double)\s([A-Za-z|\_][A-Za-z|0-9]{0,10})\s(=)\s([0-9]+([.][0-9]+)?([e][+|-]?[0-9]+)?)\s(;)$"); // line of type int alpha = 2 ;

Match category1 = reg1.Match(line);

Regex reg2 = new Regex(@"^(String|char)\s([A-Za-z|\_][A-Za-z|0-9]{0,10})\s(=)\s[']\s([A-Za-z|\_][A-Za-z|0-9]{0,30})\s[']\s(;)$"); // line of type String alpha = ' Hello ' ;

Match category2 = reg2.Match(line);

//if it is a category 1 then add a row in symbol table containing the information related to that variable

if (category1.Success)

{

SymbolTable[row, 1] = row.ToString(); //index

SymbolTable[row, 2] = finalArrayc[x].ToString(); //variable name

SymbolTable[row, 3] = finalArrayc[x - 1].ToString(); //type

SymbolTable[row, 4] = finalArrayc[x+2].ToString(); //value

SymbolTable[row, 5] = line\_num.ToString(); // line number

tfTokens.AppendText("<var" + count + ", " + row + "> ");

symbolTable.AppendText(SymbolTable[row, 1].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 2].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 3].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 4].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 5].ToString() + " \n ");

row++;

count++;

}

//if it is a category 2 then add a row in symbol table containing the information related to that variable

else if (category2.Success)

{

// if a line such as String var = ' Hello ' ; comes and the loop moves to index of array containing Hello ,

//then this if condition prevents addition of Hello in symbol Table because it is not a variable it is just a string

if (!(finalArrayc[x-1].ToString().Equals("'") && finalArrayc[x+1].ToString().Equals("'")))

{

SymbolTable[row, 1] = row.ToString(); // index

SymbolTable[row, 2] = finalArrayc[x].ToString(); //varname

SymbolTable[row, 3] = finalArrayc[x-1].ToString(); //type

SymbolTable[row, 4] = finalArrayc[x+3].ToString(); //value

SymbolTable[row, 5] = line\_num.ToString(); // line number

tfTokens.AppendText("<var" + count + ", " + row + "> ");

symbolTable.AppendText(SymbolTable[row, 1].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 2].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 3].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 4].ToString() + " \t ");

symbolTable.AppendText(SymbolTable[row, 5].ToString() + " \n ");

row++;

count++;

}

else

{

tfTokens.AppendText("<String" + count + ", " + finalArrayc[x].ToString() + "> ");

}

}

else

{

// if any other category line comes in we check if we have initializes that varaible before,

// if we have initiazed it before then we put the index of that variable in symbol table, in its token

String ind = "Default";

String ty = "Default";

String val = "Default";

String lin = "Default";

for (int r = 1; r <= SymbolTable.GetLength(0); r++)

{

//search in the symbol table if variable entry already exists

if (SymbolTable[r, 2].Equals(finalArrayc[x].ToString()))

{

ind = SymbolTable[r, 1];

ty = SymbolTable[r, 3];

val = SymbolTable[r, 4];

lin = SymbolTable[r, 5];

tfTokens.AppendText("<var" + ind + ", " + ind + "> ");

break;

}

}

}

}

// if a current lexeme is not a variable but a keyword then make a token such as: <keyword, int>

else

{

tfTokens.AppendText("<keyword, " + finalArrayc[x].ToString() + "> ");

}

}

}

tfTokens.AppendText("\n");

finalArrayc.Clear();

}

}

}

}

#region Display Symbol Table

for (int j = 0; j < Symboltable.Count; j++)

{

for (int z = 0; z < Symboltable[j].Count; z++)

{ ST.AppendText(Symboltable[j][z] + "\t"); }

ST.AppendText("\n");

}

#endregion

}

#region Make Entry Symbol Table

void Check\_And\_Make\_Entries()

{

KeyWords.Remove("begin"); KeyWords.Remove("end"); KeyWords.Remove("print");

KeyWords.Remove("if"); KeyWords.Remove("else");

if (lexemes\_per\_line - 4 == 0 || lexemes\_per\_line - 7 == 0)

{

if (lexemes\_per\_line == 7)

{

Variables.RemoveAt(Variables.Count - 1); Variables.RemoveAt(Variables.Count - 1);

}

for (; ST\_index < KeyWords.Count; ST\_index++)

{

Symboltable.Add(new List<string>());

Symboltable[ST\_index].Add(ST\_index + 1 + "");

Symboltable[ST\_index].Add(Variables[ST\_index] + "");

Symboltable[ST\_index].Add(KeyWords[ST\_index] + "");

Symboltable[ST\_index].Add(Constants[ST\_index] + "");

Symboltable[ST\_index].Add(LineNumber[ST\_index] + "");

}

}

if (lexemes\_per\_line - 6 == 0)

{

Variables.RemoveAt(Variables.Count - 1); Variables.RemoveAt(Variables.Count - 1); Variables.RemoveAt(Variables.Count - 1);

}

}

#endregion

1. **Stage v (verify)**

**Home Activities:**

**Activity 1:**

**Understand the integrated code**

1. **Stage a2 (assess)**

**Assignment:**

Complete the home activity before next lab.

**LAB # 14**

**Statement Purpose:**

Lexical analyzer generates tokens and passes them to the parser for syntax analysis.

**Activity Outcomes:**

This lab teaches you

* How to integrate lexical analyzer with parser

**Instructor Note:**

Students should have sufficient knowledge of compiler at this stage in order to integrate the separate modules

1. **Stage J (Journey)**

**Introduction**

Task of lexical analyzer is token generation. Generated tokens are then passed to the parser for syntax checking. Parser verifies their syntax with the help of context free grammar of that language. This parser uses bottom up strategy to parse the tokens.

1. **Stage a1 (apply)**

**Lab Activities:**

**Activity 1:**

Integrate lexical analyzer and parser

**Solution:**

public partial class Form1 : Form

{

ArrayList States = new ArrayList();

Stack<String> Stack = new Stack<String>();

String Parser;

String[] Col = { "begin" ,"(",")","{","int","a","b", "c","=","5","10","0",";","if",">","print",

"else","$","}","+","end","Program","DecS","AssS","IffS","PriS","Var","Const" };

public Form1()

{

InitializeComponent();

}

List<List<String>> Symboltable = new List<List<String>>();

ArrayList LineNumber;

ArrayList Variables;

ArrayList KeyWords;

ArrayList Constants;

ArrayList finalArray;

ArrayList tempArray;

Regex variable\_Reg;

Regex constants\_Reg;

Regex operators\_Reg;

int lexemes\_per\_line;

int ST\_index;

Boolean if\_deleted;

private void Compile\_Click(object sender, EventArgs e)

{

String[] k\_ = { "int", "float", "begin", "end", "print", "if", "else" };

ArrayList key = new ArrayList(k\_);

LineNumber = new ArrayList();

Variables = new ArrayList();

KeyWords = new ArrayList();

Constants = new ArrayList();

finalArray = new ArrayList();

tempArray = new ArrayList();

variable\_Reg = new Regex(@"^[A-Za-z|\_][A-Za-z|0-9]\*$");

constants\_Reg = new Regex(@"^[0-9]+([.][0-9]+)?([e]([+|-])?[0-9]+)?$");

operators\_Reg = new Regex(@"[+-/\*=;>(){}]");

int L = 1;

Output.Text = "";

ST.Text = "";

Symboltable.Clear();

if\_deleted = false;

string strinput = Input.Text;

char[] charinput = strinput.ToCharArray();

//////////////////////////////////Start\_Split Function////////////////////////////////////////////////////////

#region Input Buffering

for (int itr = 0; itr < charinput.Length; itr++)

{

Match Match\_Variable = variable\_Reg.Match(charinput[itr] + "");

Match Match\_Constant = constants\_Reg.Match(charinput[itr] + "");

Match Match\_Operator = operators\_Reg.Match(charinput[itr] + "");

if (Match\_Variable.Success || Match\_Constant.Success)

{

tempArray.Add(charinput[itr]);

}

if (charinput[itr].Equals(' '))

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArray.Add(fin);

tempArray.Clear();

}

}

if (Match\_Operator.Success)

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArray.Add(fin);

tempArray.Clear();

}

finalArray.Add(charinput[itr]+"");

}

}

if (tempArray.Count != 0)

{

String final = "";

for (int k = 0; k < tempArray.Count; k++)

{

final += tempArray[k];

}

finalArray.Add(final);

}

#endregion

//////////////////////////////////End\_Split Function//////////////////////////////////////////////////////////

#region Bottom Up Parser

States.Add("Program\_begin ( ) { DecS Decs Decs AssS IffS } end");

States.Add("DecS\_int Var = Const ;");

States.Add("AssS\_Var = Var + Var ;");

States.Add("IffS\_if ( Var > Var ) { PriS } else { PriS }");

States.Add("PriS\_print Var ;");

States.Add("Var\_a");

States.Add("Var\_b");

States.Add("Var\_c");

States.Add("Const\_5");

States.Add("Const\_10");

States.Add("Const\_0");

Stack.Push("0");

finalArray.Add("$");

int pointer = 0;

#region ParseTable

var dict = new Dictionary<string, Dictionary<String, object>>();

dict.Add("0", new Dictionary<String, object>()

{

{ "begin", "S2" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "1" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("1", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "Accept" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("2", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "S3" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("3", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "S4" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("4", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "S5" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("5", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "S13" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "6" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("6", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "S13" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "7" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("7", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "S13" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "8" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("8", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "9" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "18" },

{ "Const", "" }

});

dict.Add("9", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "S24" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "10" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("10", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "S11" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("11", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "S12" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("12", new Dictionary<String, object>()

{

{ "begin", "R1" },

{ "(", "R1" },

{ ")", "R1" },

{ "{", "R1" },

{ "int", "R1" },

{ "a", "R1" },

{ "b", "R1" },

{ "c", "R1" },

{ "=", "R1" },

{ "5", "R1" },

{ "10", "R1" },

{ "0", "R1" },

{ ";", "R1" },

{ "if", "R1" },

{ ">", "R1" },

{ "print", "R1" },

{ "else", "R1" },

{ "$", "R1" },

{ "}", "R1" },

{ "+", "R1" },

{ "end", "R1" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("13", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "14" },

{ "Const", "" }

});

dict.Add("14", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "S15" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "2" },

{ "IffS", "1" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("15", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "S41" },

{ "10", "S43" },

{ "0", "S45" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "16" }

});

dict.Add("16", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "S17" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("17", new Dictionary<String, object>()

{

{ "begin", "R2" },

{ "(", "R2" },

{ ")", "R2" },

{ "{", "R2" },

{ "int", "R2" },

{ "a", "R2" },

{ "b", "R2" },

{ "c", "R2" },

{ "=", "R2" },

{ "5", "R2" },

{ "10", "R2" },

{ "0", "R2" },

{ ";", "R2" },

{ "if", "R2" },

{ ">", "R2" },

{ "print", "R2" },

{ "else", "R2" },

{ "$", "R2" },

{ "}", "R2" },

{ "+", "R2" },

{ "end", "R2" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("18", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "S19" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("19", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "20" },

{ "Const", "" }

});

dict.Add("20", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "S21" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("21", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "22" },

{ "Const", "" }

});

dict.Add("22", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "S23" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("23", new Dictionary<String, object>()

{

{ "begin", "R3" },

{ "(", "R3" },

{ ")", "R3" },

{ "{", "R3" },

{ "int", "R3" },

{ "a", "R3" },

{ "b", "R3" },

{ "c", "R3" },

{ "=", "R3" },

{ "5", "R3" },

{ "10", "R3" },

{ "0", "R3" },

{ ";", "R3" },

{ "if", "R3" },

{ ">", "R3" },

{ "print", "R3" },

{ "else", "R3" },

{ "$", "R3" },

{ "}", "R3" },

{ "+", "R3" },

{ "end", "R3" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("24", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "S25" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("25", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "26" },

{ "Const", "" }

});

dict.Add("26", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "S27" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("27", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "28" },

{ "Const", "" }

});

dict.Add("28", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "S29" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "2" },

{ "IffS", "1" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("29", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "S30" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "2" },

{ "IffS", "1" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("30", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "S37" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "31" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("31", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "S32" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("32", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "S33" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("33", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "S34" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("34", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "S37" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "35" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("35", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "S36" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "2" },

{ "IffS", "1" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("36", new Dictionary<String, object>()

{

{ "begin", "R4" },

{ "(", "R4" },

{ ")", "R4" },

{ "{", "R4" },

{ "int", "R4" },

{ "a", "R4" },

{ "b", "R4" },

{ "c", "R4" },

{ "=", "R4" },

{ "5", "R4" },

{ "10", "R4" },

{ "0", "R4" },

{ ";", "R4" },

{ "if", "R4" },

{ ">", "R4" },

{ "print", "R4" },

{ "else", "R4" },

{ "$", "R4" },

{ "}", "R4" },

{ "+", "R4" },

{ "end", "R4" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("37", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "38" },

{ "Const", "" }

});

dict.Add("38", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "S39" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("39", new Dictionary<String, object>()

{

{ "begin", "R5" },

{ "(", "R5" },

{ ")", "R5" },

{ "{", "R5" },

{ "int", "R5" },

{ "a", "R5" },

{ "b", "R5" },

{ "c", "R5" },

{ "=", "R5" },

{ "5", "R5" },

{ "10", "R5" },

{ "0", "R5" },

{ ";", "R5" },

{ "if", "R5" },

{ ">", "R5" },

{ "print", "R5" },

{ "else", "R5" },

{ "$", "R5" },

{ "}", "R5" },

{ "+", "R5" },

{ "end", "R5" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("40", new Dictionary<String, object>()

{

{ "begin", "R6" },

{ "(", "R6" },

{ ")", "R6" },

{ "{", "R6" },

{ "int", "R6" },

{ "a", "R6" },

{ "b", "R6" },

{ "c", "R6" },

{ "=", "R6" },

{ "5", "R6" },

{ "10", "R6" },

{ "0", "R6" },

{ ";", "R6" },

{ "if", "R6" },

{ ">", "R6" },

{ "print", "R6" },

{ "else", "R6" },

{ "$", "R6" },

{ "}", "R6" },

{ "+", "R6" },

{ "end", "R6" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("41", new Dictionary<String, object>()

{

{ "begin", "R9" },

{ "(", "R9" },

{ ")", "R9" },

{ "{", "R9" },

{ "int", "R9" },

{ "a", "R9" },

{ "b", "R9" },

{ "c", "R9" },

{ "=", "R9" },

{ "5", "R9" },

{ "10", "R9" },

{ "0", "R9" },

{ ";", "R9" },

{ "if", "R9" },

{ ">", "R9" },

{ "print", "R9" },

{ "else", "R9" },

{ "$", "R9" },

{ "}", "R9" },

{ "+", "R9" },

{ "end", "R9" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("42", new Dictionary<String, object>()

{

{ "begin", "R7" },

{ "(", "R7" },

{ ")", "R7" },

{ "{", "R7" },

{ "int", "R7" },

{ "a", "R7" },

{ "b", "R7" },

{ "c", "R7" },

{ "=", "R7" },

{ "5", "R7" },

{ "10", "R7" },

{ "0", "R7" },

{ ";", "R7" },

{ "if", "R7" },

{ ">", "R7" },

{ "print", "R7" },

{ "else", "R7" },

{ "$", "R7" },

{ "}", "R7" },

{ "+", "R7" },

{ "end", "R7" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("43", new Dictionary<String, object>()

{

{ "begin", "R10" },

{ "(", "R10" },

{ ")", "R10" },

{ "{", "R10" },

{ "int", "R10" },

{ "a", "R10" },

{ "b", "R10" },

{ "c", "R10" },

{ "=", "R10" },

{ "5", "R10" },

{ "10", "R10" },

{ "0", "R10" },

{ ";", "R10" },

{ "if", "R10" },

{ ">", "R10" },

{ "print", "R10" },

{ "else", "R10" },

{ "$", "R10" },

{ "}", "R10" },

{ "+", "R10" },

{ "end", "R10" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("44", new Dictionary<String, object>()

{

{ "begin", "R8" },

{ "(", "R8" },

{ ")", "R8" },

{ "{", "R8" },

{ "int", "R8" },

{ "a", "R8" },

{ "b", "R8" },

{ "c", "R8" },

{ "=", "R8" },

{ "5", "R8" },

{ "10", "R8" },

{ "0", "R8" },

{ ";", "R8" },

{ "if", "R8" },

{ ">", "R8" },

{ "print", "R8" },

{ "else", "R8" },

{ "$", "R8" },

{ "}", "R8" },

{ "+", "R8" },

{ "end", "R8" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("45", new Dictionary<String, object>()

{

{ "begin", "R11" },

{ "(", "R11" },

{ ")", "R11" },

{ "{", "R11" },

{ "int", "R11" },

{ "a", "R11" },

{ "b", "R11" },

{ "c", "R11" },

{ "=", "R11" },

{ "5", "R11" },

{ "10", "R11" },

{ "0", "R11" },

{ ";", "R11" },

{ "if", "R11" },

{ ">", "R11" },

{ "print", "R11" },

{ "else", "R11" },

{ "$", "R11" },

{ "}", "R11" },

{ "+", "R11" },

{ "end", "R11" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

#endregion

while (true)

{

if (!Col.Contains(finalArray[pointer]))

{

Output.AppendText("Unable to Parse Unknown Input");

break;

}

Parser = dict[Stack.Peek() + ""][finalArray[pointer] + ""] + "";

if (Parser.Contains("S"))

{

Stack.Push(finalArray[pointer] + "");

Parser = Parser.TrimStart('S');

Stack.Push(Parser);

pointer++;

Print\_Stack();

}

if (Parser.Contains("R"))

{

Parser = Parser.TrimStart('R');

String get = States[Convert.ToInt32(Parser) - 1] + "";

String[] Splitted = get.Split('\_');

String[] Final\_ = Splitted[1].Split(' ');

int test = Final\_.Length;

for (int i = 0; i < test \* 2; i++)

{ Stack.Pop(); }

String row = Stack.Peek() + "";

Stack.Push(Splitted[0]);

Stack.Push(dict[row][Stack.Peek()] + "");

Print\_Stack();

}

if (Parser.Contains("Accept"))

{

Output.AppendText("Parsed");

break;

}

if (Parser.Equals(""))

{

Output.AppendText("Unable to Parse");

break;

}

}

finalArray.Remove("$");

finalArray.Remove("begin");

#endregion

//////////////////////////////////Pasing\_Finished////////////////////////////////////////////////////////////

#region Syntax Analyzer

lexemes\_per\_line = 0;

ST\_index = 0;

for (int k = 0; k < finalArray.Count; k++)

{

if (if\_deleted == true)

{

k = k - 4;

if\_deleted = false;

}

Match Match\_Variable = variable\_Reg.Match(finalArray[k] + "");

Match Match\_Constant = constants\_Reg.Match(finalArray[k] + "");

Match Match\_Operator = operators\_Reg.Match(finalArray[k] + "");

if (Match\_Variable.Success)

{

if (key.Contains(finalArray[k]))

{

if (finalArray[k].Equals("print"))

{

String print\_on\_Screen = finalArray[k + 1] + "";

int index = 0;

for (int i = 0; i < Symboltable.Count; i++)

{

for (int j = 0; j < Symboltable[i].Count; j++)

{

if (Symboltable[i][j].Equals(print\_on\_Screen))

{ index = i; }

}

}

CodeOutput.Text = Symboltable[index][3];

}

KeyWords.Add(finalArray[k]); lexemes\_per\_line++;

}

else

{

Variables.Add(finalArray[k]);

if (!LineNumber.Contains(L))

{

LineNumber.Add(L);

}

lexemes\_per\_line = lexemes\_per\_line + 2;

}

}

if (Match\_Constant.Success)

{

Constants.Add(finalArray[k]); lexemes\_per\_line++;

}

if (Match\_Operator.Success)

{

if (finalArray[k].Equals(";") || finalArray[k].Equals("}") || finalArray[k].Equals("{") || finalArray[k].Equals(")"))

{

L++; lexemes\_per\_line = 0;

}

if (operators\_Reg.Match(finalArray[k] + "").Success)

{

Semantic\_Analysis(k);

}

}

Check\_And\_Make\_Entries();

}

#endregion

//////////////////////////////////Symbol Table Generated///////////////////////////////////////////////////////////

#region Display Symbol Table

for (int j = 0; j < Symboltable.Count; j++)

{

for (int z = 0; z < Symboltable[j].Count; z++)

{ ST.AppendText(Symboltable[j][z] + "\t"); }

ST.AppendText("\n");

}

#endregion

}

#region Make Entry Symbol Table

void Check\_And\_Make\_Entries()

{

KeyWords.Remove("begin"); KeyWords.Remove("end"); KeyWords.Remove("print");

KeyWords.Remove("if"); KeyWords.Remove("else");

if (lexemes\_per\_line - 4 == 0 || lexemes\_per\_line - 7 == 0)

{

if (lexemes\_per\_line == 7)

{

Variables.RemoveAt(Variables.Count - 1); Variables.RemoveAt(Variables.Count - 1);

}

for (; ST\_index < KeyWords.Count; ST\_index++)

{

Symboltable.Add(new List<string>());

Symboltable[ST\_index].Add(ST\_index + 1 + "");

Symboltable[ST\_index].Add(Variables[ST\_index] + "");

Symboltable[ST\_index].Add(KeyWords[ST\_index] + "");

Symboltable[ST\_index].Add(Constants[ST\_index] + "");

Symboltable[ST\_index].Add(LineNumber[ST\_index] + "");

}

}

if (lexemes\_per\_line - 6 == 0)

{

Variables.RemoveAt(Variables.Count - 1); Variables.RemoveAt(Variables.Count - 1); Variables.RemoveAt(Variables.Count - 1);

}

}

#endregion

///////////////////////////////////////END\_Check\_And\_Make\_Entries/////////////////////////////////////////////

#region Print Stack

void Print\_Stack()

{

foreach (String i in Stack)

{

Output.AppendText(i);

}

Output.AppendText("\n");

}

#endregion

1. **Stage v (verify)**

**Home Activities:**

**Activity 1:**

**Understand the integrated code**

1. **Stage a2 (assess)**

**Assignment:**

Complete the home activity before next lab

**LAB # 15**

**Statement Purpose:**

After syntax analysis, semantic analyzer checks the source code for type incompatibilities.

**Activity Outcomes:**

This lab teaches you

* How to integrate lexical analyzer, parser and semantic analyzer

**Instructor Note:**

Students should have sufficient knowledge of compiler at this stage in order to integrate the separate modules

1. **Stage J (Journey)**

**Introduction**

Task of lexical analyzer is token generation. Generated tokens are then passed to the parser for syntax checking. Parser verifies their syntax with the help of context free grammar of that language. This parser uses bottom up strategy to parse the tokens. And semantic analyzer checks for type incompatibilities.

1. **Stage a1 (apply)**

**Lab Activities:**

**Activity 1:**

Integrate lexical analyzer, parser and semantic analyzer

**Solution:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Windows.Forms;

using System.Text.RegularExpressions;

using System.Collections;

namespace WindowsFormsApplication1

{

public partial class Form1 : Form

{

ArrayList States = new ArrayList();

Stack<String> Stack = new Stack<String>();

String Parser;

String[] Col = { "begin" ,"(",")","{","int","a","b", "c","=","5","10","0",";","if",">","print",

"else","$","}","+","end","Program","DecS","AssS","IffS","PriS","Var","Const" };

public Form1()

{

InitializeComponent();

}

List<List<String>> Symboltable = new List<List<String>>();

ArrayList LineNumber;

ArrayList Variables;

ArrayList KeyWords;

ArrayList Constants;

ArrayList finalArray;

ArrayList tempArray;

Regex variable\_Reg;

Regex constants\_Reg;

Regex operators\_Reg;

int lexemes\_per\_line;

int ST\_index;

Boolean if\_deleted;

private void Compile\_Click(object sender, EventArgs e)

{

String[] k\_ = { "int", "float", "begin", "end", "print", "if", "else" };

ArrayList key = new ArrayList(k\_);

LineNumber = new ArrayList();

Variables = new ArrayList();

KeyWords = new ArrayList();

Constants = new ArrayList();

finalArray = new ArrayList();

tempArray = new ArrayList();

variable\_Reg = new Regex(@"^[A-Za-z|\_][A-Za-z|0-9]\*$");

constants\_Reg = new Regex(@"^[0-9]+([.][0-9]+)?([e]([+|-])?[0-9]+)?$");

operators\_Reg = new Regex(@"[+-/\*=;>(){}]");

int L = 1;

Output.Text = "";

ST.Text = "";

Symboltable.Clear();

if\_deleted = false;

string strinput = Input.Text;

char[] charinput = strinput.ToCharArray();

//////////////////////////////////Start\_Split Function////////////////////////////////////////////////////////

#region Input Buffering

for (int itr = 0; itr < charinput.Length; itr++)

{

Match Match\_Variable = variable\_Reg.Match(charinput[itr] + "");

Match Match\_Constant = constants\_Reg.Match(charinput[itr] + "");

Match Match\_Operator = operators\_Reg.Match(charinput[itr] + "");

if (Match\_Variable.Success || Match\_Constant.Success)

{

tempArray.Add(charinput[itr]);

}

if (charinput[itr].Equals(' '))

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArray.Add(fin);

tempArray.Clear();

}

}

if (Match\_Operator.Success)

{

if (tempArray.Count != 0)

{

int j = 0;

String fin = "";

for (; j < tempArray.Count; j++)

{

fin += tempArray[j];

}

finalArray.Add(fin);

tempArray.Clear();

}

finalArray.Add(charinput[itr]+"");

}

}

if (tempArray.Count != 0)

{

String final = "";

for (int k = 0; k < tempArray.Count; k++)

{

final += tempArray[k];

}

finalArray.Add(final);

}

#endregion

//////////////////////////////////End\_Split Function//////////////////////////////////////////////////////////

#region Bottom Up Parser

States.Add("Program\_begin ( ) { DecS Decs Decs AssS IffS } end");

States.Add("DecS\_int Var = Const ;");

States.Add("AssS\_Var = Var + Var ;");

States.Add("IffS\_if ( Var > Var ) { PriS } else { PriS }");

States.Add("PriS\_print Var ;");

States.Add("Var\_a");

States.Add("Var\_b");

States.Add("Var\_c");

States.Add("Const\_5");

States.Add("Const\_10");

States.Add("Const\_0");

Stack.Push("0");

finalArray.Add("$");

int pointer = 0;

#region ParseTable

var dict = new Dictionary<string, Dictionary<String, object>>();

dict.Add("0", new Dictionary<String, object>()

{

{ "begin", "S2" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "1" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("1", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "Accept" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("2", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "S3" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("3", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "S4" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("4", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "S5" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("5", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "S13" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "6" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("6", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "S13" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "7" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("7", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "S13" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "8" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("8", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "9" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "18" },

{ "Const", "" }

});

dict.Add("9", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "S24" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "10" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("10", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "S11" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("11", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "S12" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("12", new Dictionary<String, object>()

{

{ "begin", "R1" },

{ "(", "R1" },

{ ")", "R1" },

{ "{", "R1" },

{ "int", "R1" },

{ "a", "R1" },

{ "b", "R1" },

{ "c", "R1" },

{ "=", "R1" },

{ "5", "R1" },

{ "10", "R1" },

{ "0", "R1" },

{ ";", "R1" },

{ "if", "R1" },

{ ">", "R1" },

{ "print", "R1" },

{ "else", "R1" },

{ "$", "R1" },

{ "}", "R1" },

{ "+", "R1" },

{ "end", "R1" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("13", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "14" },

{ "Const", "" }

});

dict.Add("14", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "S15" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "2" },

{ "IffS", "1" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("15", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "S41" },

{ "10", "S43" },

{ "0", "S45" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "16" }

});

dict.Add("16", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "S17" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("17", new Dictionary<String, object>()

{

{ "begin", "R2" },

{ "(", "R2" },

{ ")", "R2" },

{ "{", "R2" },

{ "int", "R2" },

{ "a", "R2" },

{ "b", "R2" },

{ "c", "R2" },

{ "=", "R2" },

{ "5", "R2" },

{ "10", "R2" },

{ "0", "R2" },

{ ";", "R2" },

{ "if", "R2" },

{ ">", "R2" },

{ "print", "R2" },

{ "else", "R2" },

{ "$", "R2" },

{ "}", "R2" },

{ "+", "R2" },

{ "end", "R2" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("18", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "S19" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("19", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "20" },

{ "Const", "" }

});

dict.Add("20", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "S21" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("21", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "22" },

{ "Const", "" }

});

dict.Add("22", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "S23" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("23", new Dictionary<String, object>()

{

{ "begin", "R3" },

{ "(", "R3" },

{ ")", "R3" },

{ "{", "R3" },

{ "int", "R3" },

{ "a", "R3" },

{ "b", "R3" },

{ "c", "R3" },

{ "=", "R3" },

{ "5", "R3" },

{ "10", "R3" },

{ "0", "R3" },

{ ";", "R3" },

{ "if", "R3" },

{ ">", "R3" },

{ "print", "R3" },

{ "else", "R3" },

{ "$", "R3" },

{ "}", "R3" },

{ "+", "R3" },

{ "end", "R3" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("24", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "S25" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("25", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "26" },

{ "Const", "" }

});

dict.Add("26", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "S27" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("27", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "28" },

{ "Const", "" }

});

dict.Add("28", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "S29" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "2" },

{ "IffS", "1" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("29", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "S30" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "2" },

{ "IffS", "1" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("30", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "S37" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "31" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("31", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "S32" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("32", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "S33" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("33", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "S34" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("34", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "S37" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "35" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("35", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "S36" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "2" },

{ "IffS", "1" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("36", new Dictionary<String, object>()

{

{ "begin", "R4" },

{ "(", "R4" },

{ ")", "R4" },

{ "{", "R4" },

{ "int", "R4" },

{ "a", "R4" },

{ "b", "R4" },

{ "c", "R4" },

{ "=", "R4" },

{ "5", "R4" },

{ "10", "R4" },

{ "0", "R4" },

{ ";", "R4" },

{ "if", "R4" },

{ ">", "R4" },

{ "print", "R4" },

{ "else", "R4" },

{ "$", "R4" },

{ "}", "R4" },

{ "+", "R4" },

{ "end", "R4" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("37", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "S40" },

{ "b", "S42" },

{ "c", "S44" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "38" },

{ "Const", "" }

});

dict.Add("38", new Dictionary<String, object>()

{

{ "begin", "" },

{ "(", "" },

{ ")", "" },

{ "{", "" },

{ "int", "" },

{ "a", "" },

{ "b", "" },

{ "c", "" },

{ "=", "" },

{ "5", "" },

{ "10", "" },

{ "0", "" },

{ ";", "S39" },

{ "if", "" },

{ ">", "" },

{ "print", "" },

{ "else", "" },

{ "$", "" },

{ "}", "" },

{ "+", "" },

{ "end", "" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("39", new Dictionary<String, object>()

{

{ "begin", "R5" },

{ "(", "R5" },

{ ")", "R5" },

{ "{", "R5" },

{ "int", "R5" },

{ "a", "R5" },

{ "b", "R5" },

{ "c", "R5" },

{ "=", "R5" },

{ "5", "R5" },

{ "10", "R5" },

{ "0", "R5" },

{ ";", "R5" },

{ "if", "R5" },

{ ">", "R5" },

{ "print", "R5" },

{ "else", "R5" },

{ "$", "R5" },

{ "}", "R5" },

{ "+", "R5" },

{ "end", "R5" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("40", new Dictionary<String, object>()

{

{ "begin", "R6" },

{ "(", "R6" },

{ ")", "R6" },

{ "{", "R6" },

{ "int", "R6" },

{ "a", "R6" },

{ "b", "R6" },

{ "c", "R6" },

{ "=", "R6" },

{ "5", "R6" },

{ "10", "R6" },

{ "0", "R6" },

{ ";", "R6" },

{ "if", "R6" },

{ ">", "R6" },

{ "print", "R6" },

{ "else", "R6" },

{ "$", "R6" },

{ "}", "R6" },

{ "+", "R6" },

{ "end", "R6" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("41", new Dictionary<String, object>()

{

{ "begin", "R9" },

{ "(", "R9" },

{ ")", "R9" },

{ "{", "R9" },

{ "int", "R9" },

{ "a", "R9" },

{ "b", "R9" },

{ "c", "R9" },

{ "=", "R9" },

{ "5", "R9" },

{ "10", "R9" },

{ "0", "R9" },

{ ";", "R9" },

{ "if", "R9" },

{ ">", "R9" },

{ "print", "R9" },

{ "else", "R9" },

{ "$", "R9" },

{ "}", "R9" },

{ "+", "R9" },

{ "end", "R9" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("42", new Dictionary<String, object>()

{

{ "begin", "R7" },

{ "(", "R7" },

{ ")", "R7" },

{ "{", "R7" },

{ "int", "R7" },

{ "a", "R7" },

{ "b", "R7" },

{ "c", "R7" },

{ "=", "R7" },

{ "5", "R7" },

{ "10", "R7" },

{ "0", "R7" },

{ ";", "R7" },

{ "if", "R7" },

{ ">", "R7" },

{ "print", "R7" },

{ "else", "R7" },

{ "$", "R7" },

{ "}", "R7" },

{ "+", "R7" },

{ "end", "R7" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("43", new Dictionary<String, object>()

{

{ "begin", "R10" },

{ "(", "R10" },

{ ")", "R10" },

{ "{", "R10" },

{ "int", "R10" },

{ "a", "R10" },

{ "b", "R10" },

{ "c", "R10" },

{ "=", "R10" },

{ "5", "R10" },

{ "10", "R10" },

{ "0", "R10" },

{ ";", "R10" },

{ "if", "R10" },

{ ">", "R10" },

{ "print", "R10" },

{ "else", "R10" },

{ "$", "R10" },

{ "}", "R10" },

{ "+", "R10" },

{ "end", "R10" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("44", new Dictionary<String, object>()

{

{ "begin", "R8" },

{ "(", "R8" },

{ ")", "R8" },

{ "{", "R8" },

{ "int", "R8" },

{ "a", "R8" },

{ "b", "R8" },

{ "c", "R8" },

{ "=", "R8" },

{ "5", "R8" },

{ "10", "R8" },

{ "0", "R8" },

{ ";", "R8" },

{ "if", "R8" },

{ ">", "R8" },

{ "print", "R8" },

{ "else", "R8" },

{ "$", "R8" },

{ "}", "R8" },

{ "+", "R8" },

{ "end", "R8" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

dict.Add("45", new Dictionary<String, object>()

{

{ "begin", "R11" },

{ "(", "R11" },

{ ")", "R11" },

{ "{", "R11" },

{ "int", "R11" },

{ "a", "R11" },

{ "b", "R11" },

{ "c", "R11" },

{ "=", "R11" },

{ "5", "R11" },

{ "10", "R11" },

{ "0", "R11" },

{ ";", "R11" },

{ "if", "R11" },

{ ">", "R11" },

{ "print", "R11" },

{ "else", "R11" },

{ "$", "R11" },

{ "}", "R11" },

{ "+", "R11" },

{ "end", "R11" },

{ "Program", "" },

{ "DecS", "" },

{ "AssS", "" },

{ "IffS", "" },

{ "PriS", "" },

{ "Var", "" },

{ "Const", "" }

});

#endregion

while (true)

{

if (!Col.Contains(finalArray[pointer]))

{

Output.AppendText("Unable to Parse Unknown Input");

break;

}

Parser = dict[Stack.Peek() + ""][finalArray[pointer] + ""] + "";

if (Parser.Contains("S"))

{

Stack.Push(finalArray[pointer] + "");

Parser = Parser.TrimStart('S');

Stack.Push(Parser);

pointer++;

Print\_Stack();

}

if (Parser.Contains("R"))

{

Parser = Parser.TrimStart('R');

String get = States[Convert.ToInt32(Parser) - 1] + "";

String[] Splitted = get.Split('\_');

String[] Final\_ = Splitted[1].Split(' ');

int test = Final\_.Length;

for (int i = 0; i < test \* 2; i++)

{ Stack.Pop(); }

String row = Stack.Peek() + "";

Stack.Push(Splitted[0]);

Stack.Push(dict[row][Stack.Peek()] + "");

Print\_Stack();

}

if (Parser.Contains("Accept"))

{

Output.AppendText("Parsed");

break;

}

if (Parser.Equals(""))

{

Output.AppendText("Unable to Parse");

break;

}

}

finalArray.Remove("$");

finalArray.Remove("begin");

#endregion

//////////////////////////////////Pasing\_Finished////////////////////////////

#region Syntax Analyzer

lexemes\_per\_line = 0;

ST\_index = 0;

for (int k = 0; k < finalArray.Count; k++)

{

if (if\_deleted == true)

{

k = k - 4;

if\_deleted = false;

}

Match Match\_Variable = variable\_Reg.Match(finalArray[k] + "");

Match Match\_Constant = constants\_Reg.Match(finalArray[k] + "");

Match Match\_Operator = operators\_Reg.Match(finalArray[k] + "");

if (Match\_Variable.Success)

{

if (key.Contains(finalArray[k]))

{

if (finalArray[k].Equals("print"))

{

String print\_on\_Screen = finalArray[k + 1] + "";

int index = 0;

for (int i = 0; i < Symboltable.Count; i++)

{

for (int j = 0; j < Symboltable[i].Count; j++)

{

if (Symboltable[i][j].Equals(print\_on\_Screen))

{ index = i; }

}

}

CodeOutput.Text = Symboltable[index][3];

}

KeyWords.Add(finalArray[k]); lexemes\_per\_line++;

}

else

{

Variables.Add(finalArray[k]);

if (!LineNumber.Contains(L))

{

LineNumber.Add(L);

}

lexemes\_per\_line = lexemes\_per\_line + 2;

}

}

if (Match\_Constant.Success)

{

Constants.Add(finalArray[k]); lexemes\_per\_line++;

}

if (Match\_Operator.Success)

{

if (finalArray[k].Equals(";") || finalArray[k].Equals("}") || finalArray[k].Equals("{") || finalArray[k].Equals(")"))

{

L++; lexemes\_per\_line = 0;

}

if (operators\_Reg.Match(finalArray[k] + "").Success)

{

Semantic\_Analysis(k);

}

}

Check\_And\_Make\_Entries();

}

#endregion

/////////////////////////Symbol Table Generated ///////////////////////////////

#region Display Symbol Table

for (int j = 0; j < Symboltable.Count; j++)

{

for (int z = 0; z < Symboltable[j].Count; z++)

{ ST.AppendText(Symboltable[j][z] + "\t"); }

ST.AppendText("\n");

}

#endregion

}

////////////////////////////////////////////////END///////////////////////////////////

#region Semantic Analyzer

void Semantic\_Analysis(int k)

{

if (finalArray[k].Equals("+"))

{

if (variable\_Reg.Match(finalArray[k - 1] + "").Success && variable\_Reg.Match(finalArray[k + 1] + "").Success)

{

String type = finalArray[k - 4] + "";

String left\_side = finalArray[k - 3] + "";

int left\_side\_i = 0;

int left\_side\_j = 0;

String before = finalArray[k - 1] + "";

int before\_i = 0;

int before\_j = 0;

String after = finalArray[k + 1] + "";

int after\_i = 0;

int after\_j = 0;

for (int i = 0; i < Symboltable.Count; i++)

{

for (int j = 0; j < Symboltable[i].Count; j++)

{

if (Symboltable[i][j].Equals(left\_side))

{ left\_side\_i = i; left\_side\_j = j; }

if (Symboltable[i][j].Equals(before))

{ before\_i = i; before\_j = j; }

if (Symboltable[i][j].Equals(after))

{ after\_i = i; after\_j = j; }

}

}

if (type.Equals(Symboltable[before\_i][2]) && type.Equals(Symboltable[after\_i][2]) && Symboltable[before\_i][2].Equals(Symboltable[after\_i][2]))

{

int Ans = Convert.ToInt32(Symboltable[before\_i][3]) + Convert.ToInt32(Symboltable[after\_i][3]);

Constants.Add(Ans);

}

if (Symboltable[left\_side\_i][2].Equals(Symboltable[before\_i][2]) && Symboltable[left\_side\_i][2].Equals(Symboltable[after\_i][2]) && Symboltable[before\_i][2].Equals(Symboltable[after\_i][2]))

{

int Ans = Convert.ToInt32(Symboltable[before\_i][3]) + Convert.ToInt32(Symboltable[after\_i][3]);

Constants.RemoveAt(Constants.Count - 1);

Constants.Add(Ans);

Symboltable[left\_side\_i][3] = Ans + "";

}

}

}

if (finalArray[k].Equals("-"))

{

if (variable\_Reg.Match(finalArray[k - 1] + "").Success && variable\_Reg.Match(finalArray[k + 1] + "").Success)

{

String type = finalArray[k - 4] + "";

String left\_side = finalArray[k - 3] + "";

int left\_side\_i = 0;

int left\_side\_j = 0;

String before = finalArray[k - 1] + "";

int before\_i = 0;

int before\_j = 0;

String after = finalArray[k + 1] + "";

int after\_i = 0;

int after\_j = 0;

for (int i = 0; i < Symboltable.Count; i++)

{

for (int j = 0; j < Symboltable[i].Count; j++)

{

if (Symboltable[i][j].Equals(left\_side))

{ left\_side\_i = i; left\_side\_j = j; }

if (Symboltable[i][j].Equals(before))

{ before\_i = i; before\_j = j; }

if (Symboltable[i][j].Equals(after))

{ after\_i = i; after\_j = j; }

}

}

if (type.Equals(Symboltable[before\_i][2]) && type.Equals(Symboltable[after\_i][2]) && Symboltable[before\_i][2].Equals(Symboltable[after\_i][2]))

{

int Ans = Convert.ToInt32(Symboltable[before\_i][3]) - Convert.ToInt32(Symboltable[after\_i][3]);

Constants.Add(Ans);

}

if (Symboltable[left\_side\_i][2].Equals(Symboltable[before\_i][2]) && Symboltable[left\_side\_i][2].Equals(Symboltable[after\_i][2]) && Symboltable[before\_i][2].Equals(Symboltable[after\_i][2]))

{

int Ans = Convert.ToInt32(Symboltable[before\_i][3]) + Convert.ToInt32(Symboltable[after\_i][3]);

Constants.RemoveAt(Constants.Count - 1);

Constants.Add(Ans);

Symboltable[left\_side\_i][3] = Ans + "";

}

}

}

if (finalArray[k].Equals(">"))

{

if (variable\_Reg.Match(finalArray[k - 1] + "").Success && variable\_Reg.Match(finalArray[k + 1] + "").Success)

{

String before = finalArray[k - 1] + "";

int before\_i = 0;

int before\_j = 0;

String after = finalArray[k + 1] + "";

int after\_i = 0;

int after\_j = 0;

for (int i = 0; i < Symboltable.Count; i++)

{

for (int j = 0; j < Symboltable[i].Count; j++)

{

if (Symboltable[i][j].Equals(before))

{ before\_i = i; before\_j = j; }

if (Symboltable[i][j].Equals(after))

{ after\_i = i; after\_j = j; }

}

}

if (Convert.ToInt32(Symboltable[before\_i][3]) > Convert.ToInt32(Symboltable[after\_i][3]))

{

int start\_of\_else = finalArray.IndexOf("else");

int end\_of\_else = finalArray.Count - 1;

for (int i = end\_of\_else; i >= start\_of\_else; i--)

{

if (finalArray[i].Equals("}"))

{

if (i < finalArray.Count - 2)

{ end\_of\_else = i; }

}

}

for (int i = start\_of\_else; i <= end\_of\_else; i++)

{ finalArray.RemoveAt(start\_of\_else); }

}

else

{

int start\_of\_if = finalArray.IndexOf("if");

int end\_of\_if = finalArray.IndexOf("}");

for (int i = start\_of\_if; i <= end\_of\_if; i++)

{ finalArray.RemoveAt(start\_of\_if); }

if\_deleted = true;

}

}

}

}

#endregion

////////////////////////////////////////////END\_Semantic\_Analysis/////////////////////

#region Make Entry Symbol Table

void Check\_And\_Make\_Entries()

{

KeyWords.Remove("begin"); KeyWords.Remove("end"); KeyWords.Remove("print");

KeyWords.Remove("if"); KeyWords.Remove("else");

if (lexemes\_per\_line - 4 == 0 || lexemes\_per\_line - 7 == 0)

{

if (lexemes\_per\_line == 7)

{

Variables.RemoveAt(Variables.Count - 1); Variables.RemoveAt(Variables.Count - 1);

}

for (; ST\_index < KeyWords.Count; ST\_index++)

{

Symboltable.Add(new List<string>());

Symboltable[ST\_index].Add(ST\_index + 1 + "");

Symboltable[ST\_index].Add(Variables[ST\_index] + "");

Symboltable[ST\_index].Add(KeyWords[ST\_index] + "");

Symboltable[ST\_index].Add(Constants[ST\_index] + "");

Symboltable[ST\_index].Add(LineNumber[ST\_index] + "");

}

}

if (lexemes\_per\_line - 6 == 0)

{

Variables.RemoveAt(Variables.Count - 1); Variables.RemoveAt(Variables.Count - 1); Variables.RemoveAt(Variables.Count - 1);

}

}

#endregion

///////////////////////////////////////END\_Check\_And\_Make\_Entries/////////////////////

#region Print Stack

void Print\_Stack()

{

foreach (String i in Stack)

{

Output.AppendText(i);

}

Output.AppendText("\n");

}

#endregion

}

}

**3] Stage v (verify)**

**Home Activities:**

**Activity 1:**

Understand the integrated code

**4] Stage a2 (assess)**

**Assignment:** Complete the home activity.

----------------------------------- **THE END** ----------------------------------------------